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# Цель лабораторной работы № 8 по дисциплине ОП (Основы программирования) - СУЦ

Целью данной ЛР по дисциплине ОП является получение навыков работы со списками и списковыми структурами при программировании на языке СИ. Студенты используют консольные проекты и отлаживают программы в среде программирования MS VS 2005/2008/2010. Студенты знакомятся с основными операциями при работе со списками, способами их заполнения, распечатки, сортировки, проверяют работу отлаженных примеров и делают контрольные задания. Они выполняют отладку программы по своему варианту и получают исполнимую программу, готовую к выполнению, оформляют отчет по ЛР и защищают его.

# Порядок выполнения лабораторной работы

1. Познакомиться с содержанием методических указаний и основными понятиями ЛР (разделы 3 и 4)
2. Проработать порядок выполнения работы (раздел 5).
3. Создать консольные проекты для проверки примеров и выполнения задания ЛР( разделы 3,4).
4. Проверить в данном проекте примеры из методических указаний, выполнив их в отладчике в пошаговом режиме (раздел 4).
5. Написать программу заданий ЛР по варианту, выданному преподавателем и отладить ее (раздел 5).
6. Продемонстрировать работу программы преподавателю в режиме отладчика по шагам и изменяемыми переменными.
7. Подготовить отчет по ЛР по представленному шаблону (раздел 8).
8. Защитить ЛР с предоставлением отчета и ответами на контрольные вопросы (раздел 8,9).
9. Для продвинутых студентов выполнить задания для дополнительных (необязательных) требований и также отобразить их в отчете по ЛР (раздел 7).
10. Подготовить фрагменты программ для выполнения ДЗ по дисциплине ОП для своего варианта по списку.

# Основные понятия

В теоретической части описания лабораторной работы вводятся основные понятия и рассматриваются принципы для работы со списками на языке программирования СИ.

## Понятие список
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// Структура самого простого элемента списка

struct ListElem{

ListElem \* pNext; // адрес следующего элемента списка (Заметьте, указатель имеет тип (Elem \*))

int ListVal; // информация, содержащаяся в списке

};

…

// Описание и инициализация элемента LFirst

ListElem LFirst = { NULL , 3 }; // NULL – нулевой указатель – нет ссылки на другие элементы

// Значение ListVal = 3

**СОГЛАШЕНИЕ**: Адрес последнего элемента списка равен **NULL**!!! (нулю)

## Голова и хвост списка

Понятия, связанные со списками:

ГОЛОВА СПИСКА (HEAD - первый элемент списка, его адрес)

ХВОСТ СПИСКА (TAIL – последний элемент списка, его адрес).
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## Особенности структур списков и их назначение

Из определения списка (см. выше) следует, что они предназначены для совместного хранения взаимосвязанной информации. В списки легко добавлять информацию и удалять ее. Список легко очистить и заполнить новыми данными. В качестве информации содержащейся в списке могут быть:

* Простые переменные стандартного типа (int, char , float и т.д.);
* Группы простых переменных (рис. (б));
* Структурные переменные (рис. (в));
* Указатели на структурные переменные (рис. (г));
* Массивы простых и структурных переменных и указатели на них (рис. (г));
* Указатели на другие списки (рис. (д));
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Вариант (а) представляет общий вид отдельного элемента списка. Вариант (б) показывает список с простыми переменными разного типа (Фамилия и дата рождения). Вариант (в) описывает элемент списка с вложенной в него структурой (Student). Вариант (г) иллюстрирует использование указателя на структуру или массивы структур, а вариант (д) может быть использован для построения сложных структур данных со ссылками на списки, например деревьев.

## Особенности списков по сравнению с массивами

Встает вопрос, у нас уже есть структуры данных типа массив, зачем нам понадобились списки? В чем-то массивы оказываются неэффективными! В первую очередь недостатки массивов заключаются в том, что трудно вставлять новые элементы в массивы и удалять существующие элементы из массива. Кроме этого, несмотря на динамические возможности ( использование динамической памяти) в любой момент времени размер массива должен быть фиксированным. Списки позволяют более эффективно использовать память компьютера. Списки позволяют более полно использовать механизмы динамической памяти: и список и его элементы могут быть динамическими. Эти ограничения снимаются с использованием структур типа список, хотя добавляются и новые недостатки, в частности: трудно получить доступ к элементу списка по номеру. Самым важным преимуществом списков является возможность хранения разнотипных структурных переменных, если использовать для адресации списков указатели типа **void**. Эти особенности и проблемы мы рассмотрим ниже.

## Простейший список, созданный вручную

В принципе, для построения списка достаточно только отдельных элементов списка и организации связи между ними. Это можно пояснить на примере:

// Структура самого простого элемента списка

struct Elem{

Elem \* pNext; // адрес следующего элемента списка (Заметьте, указатель имеет тип (Elem \*))

int ListVal; // информация, содержащаяся в списке

};

…

// Описание и инициализация элементов списка – трех:

Elem LE3 = { NULL , 3 }; // NULL – нулевой указатель – нет ссылки на другие элементы

Elem LE2 = { &LE3 , 2 }; // &LE3 - задание адреса третьего элемента в pNext

Elem LE1 = { &LE2 , 1 }; // &LE2 - задание адреса второго элемента в pNext

С таким списком уже можно работать, например, его распечатать:

// Печать

printf ("Печать списка в цикле: \n" );

Elem \* pETemp = &LE1; // Во временную переменную - указатель задаем адрес первого элемента

while ( pETemp != NULL)

{

printf ("Элемент простого списка Elem: %d \n" , pETemp->ListVal);

pETemp = pETemp->pNext; // НАВИГАЦИЯ: Важнейщий оператор для работы со списком

};

Результат работы фрагмента программы:

**Печать списка в цикле:**

**Элемент простого списка Elem: 1**

**Элемент простого списка Elem: 2**

**Элемент простого списка Elem: 3**

Рассмотрим также пример ручного связывания списка:

Описание трех незаполненных элементов:

// Ручное связывание и распечатка списка

Elem E11; // Первый элемент без инициализации

Elem E21; // Второй элемент без инициализации

Elem E31; // Третий элемент без инициализации

E11.ListVal = 10;

E11.pNext = &E21;// Ссылается на 2-й элемент

E21.ListVal = 20;

E21.pNext = &E31; // Ссылается на 3-й элемент

E31.ListVal = 30;

E31.pNext = NULL; // не ссылается ни на кого

// Печать

Elem ETemp = {&E11 ,NULL };

printf ("Содержимое ручного списка: \n");

while (ETemp.pNext != NULL )

{

printf ("Элемент = %d \n", ETemp.pNext ->ListVal );

ETemp.pNext = ETemp.pNext ->pNext ; // Навигация

};

//

Результат работы фрагмента программы:

**Содержимое ручного списка:**

**Элемент = 10**

**Элемент = 20**

**Элемент = 30**

Структуры списков и связь элементов списков

Однако при программировании возникает необходимость нахождения первого элемента списка для начала работы со списком. То есть нужно хранить адрес первого элемента в отдельной переменной. Такая переменная, содержащая адрес первого элемента списка часто называется головой списка. Она может быть задана типом либо указатель на элемент (**Elem \* - pHead**), либо задаваться самим типом элемент списка (**Elem Head**). Выбор способа задания головы списка часто зависит от характера решаемой задачи и удобства работы со списком. В некоторых задачах со списками, необходимо знать какой из элементов списка является последним (хвост). В частности это важно для добавления в конец списка (в хвост) или организации двунаправленных списков (о них речь пойдет позднее). Для этого предусматривают также специальный указатель (**Elem \* - pTail)**  или специальную переменную - элемент списка (**Elem Tail**). Кроме этого, в некоторых случаях важно знать текущее число элементов списка (списки – динамические структуры данных). Для этого можно ввести специальную переменную целого типа (**nCount**). Для связи списков используется в отдельных элементах специальное поле – указатель на следующий элемент (**Elem \* - pNext**). На рисунке, представленном ниже показаны рассмотренные выше элементы списков:
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struct EList{ // Простейшая структура список Elem - элементарный список

Elem \* pHead; // Голова списка

Elem \* pTail; // Хвост списка

int Count; // Счетчик элементов

};

Тогда, в соответствии с описаниями предыдущего примера можно описать сданный список так:

//Описание и нициализация простого списка

EList FirstList = { &LE1 , &LE3 , 3}; // 3 - Число элементов в списке

// Печать этого списка

printf ("Печать списка FirstList в цикле: \n" );

pETemp = FirstList.pHead; // Во временную переменную - указатель задаем адрес головы спика

while ( pETemp != NULL) // Проверка прохождения последнего элемента списка

{

printf ("Элемент простого списка FirstList: %d \n" , pETemp->ListVal);

pETemp = pETemp->pNext; // НАВИГАЦИЯ: Важнейщий оператор для работы со списком

};

Результат распечатки такого списка:

**Печать списка FirstList в цикле:**

**Элемент простого списка FirstList: 1**

**Элемент простого списка FirstList: 2**

**Элемент простого списка FirstList: 3**

Важно в дополнение отметить следующее. Данный список является однонаправленным: движение по списку возможно только в одном направлении – от головы к хвосту, так заданы указатели. У последнего элемента списка (хвоста списка), по стандартному соглашению, указатель-адрес задается равным нулю (0, NULL – константа этапа компиляции). Это позволяет проверить завершение цикла печати. В другом случае завершение цикла можно было бы проверить, используя адрес хвоста списка (**pTail**), сравнив его с адресом текущего элемента для печати. Особое внимание уделим выделенной красным цветом строчке с комментарием НАВИГАЦИЯ. В этом операторе присваивания мы с помощью одного указателя (**pETemp**) на текущий элемент списка формируется указатель на следующий элемент списка (**pETemp->pNext**), результат запоминается в первом указателе (**pETemp**). Такой оператор обеспечивает навигацию по списку. Он будет многократно встречаться в наших примерах.

pETemp = pETemp->pNext;

## Структура элемента списка с вложенными и внешними данными

Выше было отмечено, что информация в элементах списка может храниться разными способами:

* Данные записываются в самой структуре элемента в виде отдельных переменных
* Данные записываются в самой структуре элемента в виде структурной переменной
* Данные записываются в структуре элемента в виде указателя на структурную переменную, память под которую выделяется динамически.
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Примерами вариантов таких структур могут служить следующие:

// Структура для демонстрации

struct Student {

char Name[20];

int Num;

float Oklad;

};

// Структура типа (а)

struct aElem{

aElem \* pNext; // адрес следующего элемента списка

char Name[20]; // информация фамилии, содержащаяся в списке

int Num; // информация о номере - курсе, содержащаяся в списке

float Oklad; // информация об окладе, содержащаяся в списке

};

// Структура типа (b)

struct SNode{

SNode \* pNext; // адрес следующего элемента списка

Student Stud; // Структура Student включенная в элемент списка

};

// Структура типа (c)

struct cElem{

cElem \* pNext; // адрес следующего элемента списка

Student \* pStud; // Указатель на структуру типа Student

};

Примеры работа с такими структурами элементов списка:

SNode SN3 = {NULL , {"Коля", 3 , 30.0f}};

SNode SN2 = {&SN3 , {"Петя", 2 , 20.0f}};

SNode SN1 = {&SN2 , {"Ваня", 1 , 10.0f}};

// Печать

SNode \* pETemp = &SN1; // Во временную переменную - указатель на 1-й элемент

while ( pETemp != NULL) // Проверка прохождения последнего элемента списка

{

printf ("Элемент списка в цикле:Name - %s Num - %d Oklad - %f \n" , pETemp->Stud.Name , pETemp->Stud.Num , pETemp->Stud.Oklad);

pETemp = pETemp->pNext; // НАВИГАЦИЯ: Важнейщий оператор для работы со списком

};

Результат распечатки такого списка:

**Элемент списка в цикле:Name - Ваня Num - 1 Oklad - 10.000000**

**Элемент списка в цикле:Name - Петя Num - 2 Oklad - 20.000000**

**Элемент списка в цикле:Name - Коля Num - 3 Oklad - 30.000000**

## Однонаправленные и двунаправленные списки

Более удобными и “быстродействующими”, по сравнению с однонаправленными списками, считаются двунаправленные списки. В них навигация по списку может осуществляться как в прямом, так и в обратном направлении. Для этого в структуре каждого элемента списка (**DElem**) предусмотрено два указателя (два адреса): указатель на следующий элемент (**pNext**) и указатель на предыдущий элемент (**pPrev**).

struct DElem{

DElem \* pNext; // адрес следующего элемента списка (Заметьте, указатель имеет тип (Elem \*))

DElem \* pPrev; // адрес ghtlsleotuj элемента списка (Заметьте, указатель имеет тип (Elem \*))

int ListVal; // информация, содержащаяся в списке

};

При этом соглашения для нулевого (NULL) последнего элемента списка (для **pNext**) и первого (для **pPrev**) справедливы. Для единственного элемента списка (он и первый и последний одновременно) справедлива такая инициализация двунаправленного элемента:

DElem D1 = {NULL,NULL, 5}; // Оба адреса-указателя равны нулю

![](data:image/x-wmf;base64,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)На рисунке для сравнения представлены варианты организации однонаправленного и двунаправленного списков:

## Статические и динамические списки

Списки могут быть статическими и динамическими. В первом случае и списковая структура и сами элементы списка должны быть описаны в программе предварительно. Заметим, оперативная память также для них выделяется предварительно. Примеры статических списков были рассмотрены в предыдущих разделах. После завершения работы удалять память для этих списков не надо, она освобождается автоматически при завершении программы.

Для динамических списков память под элементы, а, возможно, и под списковую структуру выделяется во время выполнения программы с помощью запросов к ОС (функции **malloc**, **calloc** и др.). После завершения работы выделенная память должна быть возвращена (функция **free**). Пусть для примера мы имеем такую структуру списка и его элементов

// Самый простой элемент списка

struct ListElem{

ListElem \* pNext; // адрес следующего элемента списка

int ListVal; // информация, содержащаяся в списке

};

// Структура простого списка

struct List {

ListElem Head; // Голова списка стуктурная переменная а не указатель

ListElem Tail; // Хвост списка

int Count; // Счетчик элементов

};

…

Для этих структур (элементов списка и самого списка) выделим динамическую память:

#include <malloc.h>

…

// ДИНАМИЧЕСКИЕ СПИСКИ

//Выделение памяти для списка

List \* pDList = (List \*) malloc (sizeof(List));

// Выделение памяти для одного элемента списка

ListElem \* pTempElem = (ListElem \* )malloc (sizeof(ListElem));

// Заполнение элемента списка данными

pTempElem->pNext = NULL; // Всего один элемент

pTempElem->ListVal = 5;

// Занесение элемннгта списка в голову списка

pDList->Head.pNext = pTempElem;

pDList->Tail.pNext = pTempElem;

// Чтение и печать значения первого динамического элемента динамического списка

printf ("Значение первого элемента: %d \n", pDList->Head.pNext->ListVal);

// Освобождение памяти и под элемент и список

free (pDList->Head.pNext);

free (pDList);

Результат работы этой программы:

**Значение первого элемента: 5**

Здесь для иллюстрации показано добавление только одного элемента списка. В других при мерах мы рассмотрим списки с большим числом элементов.

## Операции для работы со списком

Основные общие операции для работы со списками:

* Создание нового списка
* Добавление нового элемента в список (в голову, в хвост и по номеру)
* Удаление элемента из списка (из головы, с хвоста и по номеру)
* Очистка всего списка
* Распечатка всего списка
* Поиск элемента в списке по номеру или по ключу.
* Замена местами элементов по номерам

Эти операции будут различаться для однонаправленных и двунаправленных списков, для динамических и статических списков, а также для списков, в которых учтена специфика хранимых объектов. В основной теоретической части мы будем рассматривать примеры работы с списками. Удаление элементов по номеру операция очень сложная для однонаправленных списков, поэтому в этой части не рассматривается.

## Ручная работа с однонаправленным списком

Рассмотрим основные операции для работы с однонаправленным списком. Будем использовать следующую структуру элемента:

struct ListElem{

ListElem \* pNext; // адрес следующего элемента списка

int ListVal; // информация, содержащаяся в списке

};

…

Фрагмент программы для ручного связывания статического однонаправленного списка:

// Ручное связывание и распечатка списка

ListElem E11;

ListElem E21;

ListElem E31;

E11.ListVal = 1; // Значение информации 1-го элемента

E11.pNext = &E21;// Ссылается на 2-й элемент

E21.ListVal = 2; // Значение информации 2-го элемента

E21.pNext = &E31; // Ссылается на 3-й элемент

E31.ListVal = 3; // Значение информации 3-го элемента

E31.pNext = NULL; // не ссылается ни на кого

// Печать списка

ListElem ETemp = {&E11 ,NULL }; // Временный элемент для навигации

printf ("Содержимое ручного списка: \n");

while (ETemp.pNext != NULL )

{

printf ("Элемент = %d \n", ETemp.pNext ->ListVal );

ETemp.pNext = ETemp.pNext ->pNext ; // Навигация

};

…

Результат работы программы:

**Содержимое ручного списка:**

**Элемент = 1**

**Элемент = 2**

**Элемент = 3**

## Структуры для добавления и удаления (список с указателями)

// Самый простой элемент списка

struct Elem{

Elem \* pNext; // адрес следующего элемента списка

int ListVal; // информация, содержащаяся в списке

};

// Структура для однонаправленного списка

struct EList{ // Простейшая структура список Elem - элементарный список

Elem \* pHead; // Голова списка

Elem \* pTail; // Хвост списка

int Count; // Счетчик элементов

};

## Описание списка и функция распечатки списка (список с указателями)

////////////////////////////////

//// Функции для печати списков

////////////////////////////////

void PrintList( EList \* pList )

{

printf ("Печать списка в функции Число = %d \n" , pList->Count );

Elem \* pETemp = pList->pHead; // Во временную переменную - указатель задаем адрес головы спика

while ( pETemp != NULL) // Проверка прохождения последнего элемента списка

{

printf ("Элемент простого списка в функции: %d \n" , pETemp->ListVal);

pETemp = pETemp->pNext; // НАВИГАЦИЯ: Важнейщий оператор для работы со списком

};

};

////Описание и нициализация простого списка (на основе элементного списка)

Elem LSE3 = { NULL , 3 }; // NULL – нулевой указатель – нет ссылки на другие элементы

Elem LSE2 = { &LSE3 , 2 }; // &LE3 - задание адреса третьего элемента в pNext

Elem LSE1 = { &LSE2 , 1 }; // &LE2 - задание адреса второго элемента в pNext

EList SecondList = { &LSE1 , &LSE3 , 3}; // 3 - Число элементов в списке голова, хвост, число элем

//

PrintList( &SecondList );

Результат работы программы:

**Печать списка в функции Число = 3**

**Элемент простого списка в функции: 1**

**Элемент простого списка в функции: 2**

**Элемент простого списка в функции: 3**

## Добавление в голову списка (список с указателями)

// Новый элемент для добавления в голову

Elem ENew = {NULL , 5};

// Добавить в голову (в голову )!!!!!!!!!!!!!!

ENew.pNext = SecondList.pHead;

SecondList.pHead = &ENew;

SecondList. Count++;

PrintList( &SecondList );

Результат работы программы:

**Печать списка в функции Число = 4**

**Элемент простого списка в функции: 5**

**Элемент простого списка в функции: 1**

**Элемент простого списка в функции: 2**

**Элемент простого списка в функции: 3**

## Добавление в хвост списка (список с указателями)

// Элемент для добавления в хвост

Elem ENew2 = {NULL , 10};

///

ENew2.pNext = NULL; // Для надежности

SecondList.pTail->pNext = &ENew2;

SecondList.pTail->pNext = &ENew2;

SecondList. Count++;

PrintList( &SecondList );

Результат работы программы:

**Печать списка в функции Число = 5**

**Элемент простого списка в функции: 5**

**Элемент простого списка в функции: 1**

**Элемент простого списка в функции: 2**

**Элемент простого списка в функции: 3**

**Элемент простого списка в функции: 10**

## Удаление из головы списка (список с указателями)

// УДАЛЕНИЕ из головы

SecondList.pHead = SecondList.pHead->pNext;

SecondList. Count--;

PrintList( &SecondList );

Результат работы программы:

**Печать списка в функции Число = 4**

**Элемент простого списка в функции: 1**

**Элемент простого списка в функции: 2**

**Элемент простого списка в функции: 3**

**Элемент простого списка в функции: 10**

## Удаление из хвоста списка (список с указателями)

// УДАЛЕНИЕ из хвоста (В этом списке сложнее всего)

// Поиск предпоследнего для нового хвоста

Elem \* PrevTailElem = SecondList.pHead;

Elem \* ETempCurr = SecondList.pHead;

while ( ETempCurr->pNext != NULL)

{

PrevTailElem = ETempCurr;

ETempCurr = ETempCurr->pNext;

};

// Само удаление !!!!!!!!!!!!!!!!!!

SecondList.pTail = PrevTailElem;

PrevTailElem->pNext = NULL;

SecondList. Count--;

PrintList( &SecondList );

Результат работы программы:

**Печать списка в функции Число = 3**

**Элемент простого списка в функции: 1**

**Элемент простого списка в функции: 2**

**Элемент простого списка в функции: 3**

## Добавление в голову списка (список без указателей)
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struct Elem{

Elem \* pNext; // адрес следующего элемента списка

int ListVal; // информация, содержащаяся в списке

};

struct List {

Elem Head; // Голова списка без указателей

Elem Tail; // Хвост списка без указателей

int Count; // Счетчик элементов

};

// Описание и инициализация простого списка

List MY\_List;

MY\_List.Head.pNext = &E11; // Первый элемент списка

MY\_List.Tail.pNext = &E31; // Последний элемент списка

// Новый элемент для добавления

ListElem ENew = {NULL , 5};

// Добавить элемент списка в голову

ENew.pNext = MY\_List.Head.pNext;

MY\_List.Head.pNext = &ENew;

MY\_List. Count++;

Распечатка списка после добавления:

ETemp.pNext = MY\_List.Head.pNext; // Временный элемент на начало списка

printf ("Содержимое ручного списка после добавления в голову: \n");

while (ETemp.pNext != NULL )

{

printf ("Элемент = %d \n", ETemp.pNext ->ListVal );

ETemp.pNext = ETemp.pNext ->pNext ; // Навигация

};

Результат распечатки:

**Содержимое ручного списка после добавления в голову:**

**Элемент = 5**

**Элемент = 1**

**Элемент = 2**

**Элемент = 3**

## Добавление в конец списка (список без указателей)

![](data:image/x-wmf;base64,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)При добавлении в конец (в хвост) списка для изменения адреса используется значение указателя, которое записано в поле Tail.pNext структуры список. Адрес нового элемента (&**ENew2**) записывается поле адреса предыдущего последнего элемента списка и поле хвоста (**Tail**) структуры списка. Адресное поле нового элемента должно быть нулевым, в нашем случае мы использовали инициализацию эдемента.

// Добавление в хвост

ListElem ENew2 = {NULL , 10};

ENew2.pNext = NULL;

MY\_List.Tail.pNext->pNext = &ENew2;

MY\_List.Tail.pNext = &ENew2;

MY\_List. Count++;

// Распечатка списка … (как в предудущем случае)

Результат распечатки:

**Содержимое ручного списка после добавления в хвост:**

**Элемент = 5**

**Элемент = 1**

**Элемент = 2**

**Элемент = 3**

**Элемент = 10**

## Функция распечатки однонаправленного элементного списка

Ниже приведен фрагмент программы, на котором расположен цикл распечатки списка. Список в данном случае задается передачей параметра первого элемента списка. Отметем, что можно было бы передавать и указатель на первый элемент, такой алгоритм мы рассмотрим позднее.

// Распечатка списка, построенного на элементах ListElem

void PrintElemList ( ListElem H )

{

printf ("Печать списка: \n");

ListElem \* pE = H.pNext ;

while ( pE != 0)

{

printf ("Элемент = %d \n", pE->ListVal );

pE = pE->pNext; // Очень важно - навигация по списку

};

};

Сначала печатается заголовок печати, а затем последовательно распечатываются все элементы списка, для перебора элементов списка используется оператор навигации, а для проверки конца цикла значение текущего адреса (указатель - **PE**). Вызов этой функции через структуру список (**List - MY\_List**) выглядит так (полученный адрес первого элемента списка преобразуется в сам элемент с помощью операции разыменования):

…

PrintElemList ( \*(MY\_List.Head.pNext) );

…

Такая запись эквивалентно следующей записи для нашего примера:

PrintElemList ( E11 );

…

Результат вывода:

**Печать списка:**

**Элемент = 1**

**Элемент = 2**

**Элемент = 3**

## Удаление из головы списка (список без указателей)

Операция удаления из головы намного проще, чем операции добавления. Для удаления из головы (отметим, что список однонаправленный) достаточно изменить значение адреса, содержащегося в голове списка:

![](data:image/x-wmf;base64,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)Текст программы удаления из головы выглядит так:

// Удаление из головы списка

printf ("Содержимое списка до удаления из головы: \n");

PrintElemList ( \*(MY\_List.Head.pNext) );

MY\_List.Head.pNext = MY\_List.Head.pNext->pNext;

MY\_List. Count--;

printf ("Содержимое списка после удаления из головы: \n");

PrintElemList ( \*(MY\_List.Head.pNext) ); // Вызов функции печати списка

Результат вывода:

**Содержимое списка до удаления из головы:**

**Печать списка:**

**Элемент = 5**

**Элемент = 1**

**Элемент = 2**

**Элемент = 3**

**Элемент = 10**

**Содержимое списка после удаления из головы:**

**Печать списка:**

**Элемент = 1**

**Элемент = 2**

**Элемент = 3**

**Элемент = 10**

## Удаление из хвоста списка (список без указателей)

**![](data:image/x-wmf;base64,183GmgAAAAAAAN8SXwtjAwAAAADyTQEACQAAA1oVAAAIAHEBAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAl8L3xIDAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACAAAAPoCBQABAAAAAAAAAAQAAAAtAQEADgAAACQDBQCCCSgCggm/AjkMvwI5DCgCggkoAggAAAD6AgAAAAAAAAAAAAAEAAAALQECAAcAAAD8AgAA////AAAABAAAAC0BAwAIAAAA+gIAABAAAAAAAAAABAAAAC0BBAAHAAAA/AIBAAAAAAAAAAQAAAAtAQUADgAAACQDBQCCCb8COQy/AjkMKAKCCSgCggm/AgQAAAAtAQIABAAAAC0BAwAEAAAA8AEEAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAABwAAAD7Anv/AAAAAAAAkAEAAADMBwAEAEFyaWFsAAAALhoKUeDuEgC4rvN3wa7zdyBA9XcqGmadBAAAAC0BBAAPAAAAMgqbAh8KBQAAAMDk8OXxAFkATgBKAEoAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AADgaCj/g7hIAuK7zd8Gu83cgQPV3KhpmnQQAAAAtAQYABAAAAC0BAAAEAAAALQEBAA4AAAAkAwUAOgwoAjoMvwJNEL8CTRAoAjoMKAIEAAAALQECAAQAAAAtAQMACAAAAPoCAAAQAAAAAAAAAAQAAAAtAQcABAAAAC0BBQAOAAAAJAMFADoMvwJNEL8CTRAoAjoMKAI6DL8CBAAAAC0BAgAEAAAALQEDAAQAAADwAQcABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAWAAAAMgqbAqsMCgAAAMjt9O7w7OD26P9gAEoAbgBKAEoAXABKAEwASgAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAPABBAAcAAAA+wJg/wAAAAAAAJABAAAAzAcABABBcmlhbAAAAC4aClLg7hIAuK7zd8Gu83cgQPV3KhpmnQQAAAAtAQQALQAAADIKLgE3AhkAAADT5ODr5e3o5SDxIPXi7vHy4CDx7+jx6uAgDmYAXQBZAF0AWQBYAFkAWQAsAFAALABQAFUAWQBQAEkAWQAsAFAAVwBZAFAARgBZAAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEAAkAAAAyCi4B9gkBAAAAKAAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAWAAAAMgouASsKCgAAAPEgICD14u7x8uBQACwALAAsAFAAVQBZAFAASQAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAJAAAAMgouAfEMAQAAACkAAAAEAAAALQEGAAgAAAD6AgAADAAAAAAAAAAEAAAALQEHAAQAAAAtAQUACAAAACUDAgA4Aj8BJg0/AQQAAAAtAQIABAAAAC0BAwAEAAAA8AEHAAQAAAAtAQAABAAAAC0BAQAOAAAAJAMFAIIJswWCCUoGOQxKBjkMswWCCbMFBAAAAC0BAgAEAAAALQEDAAgAAAD6AgAAEAAAAAAAAAAEAAAALQEHAAQAAAAtAQUADgAAACQDBQCCCUoGOQxKBjkMswWCCbMFgglKBgQAAAAtAQIABAAAAC0BAwAEAAAA8AEHAAUAAAACAQEAAAAFAAAACQL/AAAABQAAAC4BGAAAAAQAAADwAQQAHAAAAPsCe/8AAAAAAACQAQAAAMwHAAQAQXJpYWwAAAAuGgpT4O4SALiu83fBrvN3IED1dyoaZp0EAAAALQEEAAkAAAAyCiYGuAoBAAAAMA0AAAQAAAAtAQYABAAAAC0BAAAEAAAALQEBAA4AAAAkAwUAOgyzBToMSgZNEEoGTRCzBToMswUEAAAALQECAAQAAAAtAQMACAAAAPoCAAAQAAAAAAAAAAQAAAAtAQcABAAAAC0BBQAOAAAAJAMFADoMSgZNEEoGTRCzBToMswU6DEoGBAAAAC0BAgAEAAAALQEDAAQAAADwAQcABQAAAAIBAQAAAAUAAAAJAv8AAAAFAAAALgEYAAAABAAAAC0BBAAWAAAAMgomBqsMCgAAAMjt9O7w7OD26P9gAEoAbgBKAEoAXABKAEwASgAAAAQAAAAtAQYABAAAAC0BAAAEAAAALQEBAA4AAAAkAwUAggmBCIIJGAk5DBgJOQyBCIIJgQgEAAAALQECAAQAAAAtAQMACAAAAPoCAAAQAAAAAAAAAAQAAAAtAQcABAAAAC0BBQAOAAAAJAMFAIIJGAk5DBgJOQyBCIIJgQiCCRgJBAAAAC0BAgAEAAAALQEDAAQAAADwAQcABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAKAAAAMgr0CM8JAgAAADAgSgAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAJAAAAMgr0CD4KAQAAACggAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQADQAAADIK9AhrCgQAAABOVUxMYABgAEoAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQACQAAADIK9AjACwEAAAApAAAABAAAAC0BBgAEAAAALQEAAAQAAAAtAQEADgAAACQDBQA6DIEIOgwYCU0QGAlNEIEIOgyBCAQAAAAtAQIABAAAAC0BAwAIAAAA+gIAABAAAAAAAAAABAAAAC0BBwAEAAAALQEFAA4AAAAkAwUAOgwYCU0QGAlNEIEIOgyBCDoMGAkEAAAALQECAAQAAAAtAQMABAAAAPABBwAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEABYAAAAyCvQIqwwKAAAAyO307vDs4Pbo/2AASgBuAEoASgBcAEoATABKAAAABAAAAC0BBgAEAAAALQEAAAQAAAAtAQEADgAAACQDBQCCCe0DggmFBDkMhQQ5DO0DggntAwQAAAAtAQIABAAAAC0BAwAIAAAA+gIAABAAAAAAAAAABAAAAC0BBwAEAAAALQEFAA4AAAAkAwUAggmFBDkMhQQ5DO0DggntA4IJhQQEAAAALQECAAQAAAAtAQMABAAAAPABBwAFAAAAAgEBAAAABQAAAAkC/wAAAAUAAAAuARgAAAAEAAAALQEEAAkAAAAyCmEEuAoBAAAAMAAAAAQAAAAtAQYABAAAAC0BAAAEAAAALQEBAA4AAAAkAwUAOgztAzoMhQRNEIUETRDtAzoM7QMEAAAALQECAAQAAAAtAQMACAAAAPoCAAAQAAAAAAAAAAQAAAAtAQcABAAAAC0BBQAOAAAAJAMFADoMhQRNEIUETRDtAzoM7QM6DIUEBAAAAC0BAgAEAAAALQEDAAQAAADwAQcABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAWAAAAMgphBKsMCgAAAMjt9O7w7OD26P9gAEoAbgBKAEoAXABKAEwASgAAAAQAAAAtAQYABAAAAPABAAAIAAAA+gIAAAEAAABGd78ABAAAAC0BAAAHAAAA/AIAAEZ3vwAAAAQAAAAtAQcABQAAAAYBAgAAAHEBAAA4BQUAJAAkACQAJAAkAOYKvwLmCs8C5QrRAuUK0gLkCtMC4wrVAuIK1gLhCtYC3wrXAt4K1wLcCtcC2wrWAtkK1gLYCtUC1wrTAtYK0gLWCtEC1grPAtYKvwLWCr0C1gq8AtcKugLYCrkC2Qq4AtsKuALcCrcC3gq3At8KtwLhCrgC4gq4AuMKuQLkCroC5Qq8AuUKvQLmCr8C5gq/AuYK7wLmCv8C5QoBA+UKAgPkCgMD4woFA+IKBgPhCgYD3woHA94KBwPcCgcD2woGA9kKBgPYCgUD1woDA9YKAgPWCgED1gr/AtYK7wLWCu0C1grsAtcK6gLYCukC2QroAtsK6ALcCucC3grnAt8K5wLhCugC4groAuMK6QLkCuoC5QrsAuUK7QLmCu8C5grvAuYKHwPmCi8D5QoxA+UKMgPkCjMD4wo1A+IKNgPhCjYD3wo3A94KNwPcCjcD2wo2A9kKNgPYCjUD1wozA9YKMgPWCjED1govA9YKHwPWCh0D1gocA9cKGgPYChkD2QoYA9sKGAPcChcD3goXA98KFwPhChgD4goYA+MKGQPkChoD5QocA+UKHQPmCh8D5gofA+YKTwPmCl8D5QphA+UKYgPkCmMD4wplA+IKZgPhCmYD3wpnA94KZwPcCmcD2wpmA9kKZgPYCmUD1wpjA9YKYgPWCmED1gpfA9YKTwPWCk0D1gpMA9cKSgPYCkkD2QpIA9sKSAPcCkcD3gpHA98KRwPhCkgD4gpIA+MKSQPkCkoD5QpMA+UKTQPmCk8D5gpPA+YKfwPmCo8D5QqRA+UKkgPkCpMD4wqVA+IKlgPhCpYD3wqXA94KlwPcCpcD2wqWA9kKlgPYCpUD1wqTA9YKkgPWCpED1gqPA9YKfwPWCn0D1gp8A9cKegPYCnkD2Qp4A9sKeAPcCncD3gp3A98KdwPhCngD4gp4A+MKeQPkCnoD5Qp8A+UKfQPmCn8D5gp/AwUAAAAGAQEAAAAEAAAALQEDAAQAAAAtAQIABAAAAPABAAAEAAAALQEHAAUAAAAGAQEAAAAEAAAALQEBAAwAAAAkAwQADwuKA94K7QOsCooDDwuKAwQAAAAtAQIABQAAAAYBAQAAAAQAAAAtAQMABAAAAPABBwAHAAAA/AIAAP///wAAAAQAAAAtAQAABAAAAC0BAQAOAAAAJAMFAKYAcwKmAAsDYAULA2AFcwKmAHMCBAAAAC0BAgAEAAAALQEDAAgAAAD6AgAAEAAAAAAAAAAEAAAALQEHAAQAAAAtAQUADgAAACQDBQCmAAsDYAULA2AFcwKmAHMCpgALAwQAAAAtAQIABAAAAC0BAwAEAAAA8AEHAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQAGwAAADIK5wJEAQ0AAADD7uvu4uAg8e/o8ergBkgASgBOAEoARwBKACUAQwBIAEoAQwA6AAAABAAAAC0BBgAEAAAALQEAAAQAAAAtAQEADgAAACQDBQCmAIEIpgAYCWAFGAlgBYEIpgCBCAQAAAAtAQIABAAAAC0BAwAIAAAA+gIAABAAAAAAAAAABAAAAC0BBwAEAAAALQEFAA4AAAAkAwUApgAYCWAFGAlgBYEIpgCBCKYAGAkEAAAALQECAAQAAAAtAQMABAAAAPABBwAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEABkAAAAyCvQIbQEMAAAA1eLu8fIg8e/o8ergWQBHAEoAQwA9ACUAQwBIAEoAQwA6AAAABAAAAC0BBgAIAAAA+gIAAAMAAABGd78ABAAAAC0BBwAEAAAALQEFAAgAAAAlAwIAYAW/AkIJeAIEAAAALQECAAQAAAAtAQMABAAAAPABBwAEAAAA8AEAAAcAAAD8AgAARne/AAAABAAAAC0BAAAFAAAABgEBAAAABAAAAC0BAQAMAAAAJAMEADYJVAKCCXMCOwmdAjYJVAIEAAAALQECAAUAAAAGAQEAAAAEAAAALQEDAAgAAAD6AgAAAwAAAAAAAAAEAAAALQEHAAQAAAAtAQUADgAAACQDBQCoC1sITRBbCE0QlgaoC5YGqAtbCAQAAAAtAQIABAAAAC0BAwAEAAAA8AEHAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAADwAQQAHAAAAPsCe/8AAAAAAAC8AgAAAMwHAAQAQXJpYWwAAAAuGgpU4O4SALiu83fBrvN3IED1dyoaZp0EAAAALQEEABAAAAAyCiAHQQ0GAAAAcE5leHQgUQBgAEoASgAsAAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAA8AEEABwAAAD7ApX/AAAAAAAAkAEAAADMBwAEAEFyaWFsAAAALhoKVeDuEgC4rvN3wa7zdyBA9XcqGmadBAAAAC0BBAAnAAAAMgqoB9MLFQAAANPq4Ofg8uXr/CDt4CD96+Xs5e3yIABEAC8AOwAxADsAMQA7AD4AOAAeADsAOwAeADYAPgA7AEkAOwA7ADEAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQACQAAADIKKAgHDQEAAACWCQAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEAAkAAAAyCigIQw0BAAAAIAkAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAJAAAAMgooCGANAQAAACgJAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAADwAQQAHAAAAPsClf8AAAAAAAC8AgAAAMwHAAQAQXJpYWwAAAAuGgpW4O4SALiu83fBrvN3IED1dyoaZp0EAAAALQEEAA8AAAAyCigIhA0FAAAARWxlbSAGRwAeADsAXwAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAJAAAAMgooCKAOAQAAACoJAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAADwAQQAHAAAAPsClf8AAAAAAACQAQAAAMwHAAQAQXJpYWwAAAAuGgpX4O4SALiu83fBrvN3IED1dyoaZp0EAAAALQEEAAkAAAAyCigIyg4BAAAAKQkAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAPABBAAcAAAA+wJ7/wAAAAAAALwCAAAAzAcABABBcmlhbAAAAC4aCljg7hIAuK7zd8Gu83cgQPV3KhpmnQQAAAAtAQQADQAAADIKuQF2EAQAAABFbGVtWQAlAEoAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAADwAQQAHAAAAPsCqf8AAAAAAAC8AgAAAMwHAAQAQXJpYWwAAAAuGgpZ4O4SALiu83fBrvN3IED1dyoaZp0EAAAALQEEAAkAAAAyCssBtREBAAAAMQAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAPABBAAcAAAA+wJ7/wAAAAAAALwCAAAAzAcABABBcmlhbAAAAC4aClrg7hIAuK7zd8Gu83cgQPV3KhpmnQQAAAAtAQQACQAAADIKuQHlEQEAAAAgAAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEAA0AAAAyCjgIdBAEAAAARWxlbVkAJQBKAAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAA8AEEABwAAAD7Aqn/AAAAAAAAvAIAAADMBwAEAEFyaWFsAAAALhoKW+DuEgC4rvN3wa7zdyBA9XcqGmadBAAAAC0BBAAJAAAAMgpKCLMRAQAAAG4AAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAADwAQQAHAAAAPsCe/8AAAAAAAC8AgAAAMwHAAQAQXJpYWwAAAAuGgpc4O4SALiu83fBrvN3IED1dyoaZp0EAAAALQEEAAkAAAAyCjgI6BEBAAAAIAAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAv8AAAAFAAAALgEYAAAABAAAAC0BBAANAAAAMgq+BnkQBAAAAEVsZW1ZACUASgAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAv8AAAAFAAAALgEYAAAABAAAAPABBAAcAAAA+wKp/wAAAAAAALwCAAAAzAcABABBcmlhbAAAAC4aCl3g7hIAuK7zd8Gu83cgQPV3KhpmnQQAAAAtAQQACQAAADIK0Aa4EQEAAAAzAAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkC/wAAAAUAAAAuARgAAAAEAAAA8AEEABwAAAD7Anv/AAAAAAAAvAIAAADMBwAEAEFyaWFsAAAALhoKXuDuEgC4rvN3wa7zdyBA9XcqGmadBAAAAC0BBAAJAAAAMgq+BugRAQAAACAAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQADQAAADIKfgN2EAQAAABFbGVtWQAlAEoAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAADwAQQAHAAAAPsCqf8AAAAAAAC8AgAAAMwHAAQAQXJpYWwAAAAuGgpf4O4SALiu83fBrvN3IED1dyoaZp0EAAAALQEEAAkAAAAyCpADtREBAAAAMgAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAPABBAAcAAAA+wJ7/wAAAAAAALwCAAAAzAcABABBcmlhbAAAAC4aCmDg7hIAuK7zd8Gu83cgQPV3KhpmnQQAAAAtAQQACQAAADIKfgPlEQEAAAAgAAAABAAAAC0BBgAIAAAA+gIAAAMAAABGd78ABAAAAC0BBwAEAAAALQEFAAgAAAAlAwIA+wrmBKgLLQcEAAAALQECAAQAAAAtAQMABAAAAPABBwAEAAAALQEAAAUAAAAGAQEAAAAEAAAALQEBAAwAAAAkAwQA2gr5BN4KhQQhC+QE2gr5BAQAAAAtAQIABQAAAAYBAQAAAAQAAAAtAQMABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAPABBAAcAAAA+wJ7/wAAAAAAAJABAAAAzAcABABUYWhvbWEAAC4aCmHg7hIAuK7zd8Gu83cgQPV3KhpmnQQAAAAtAQQACgAAADIKIwJaAQIAAABNWWcAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQACQAAADIKIwIOAgEAAABfWQAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEAA0AAAAyCiMCVwIEAAAATGlzdEIAHgA8AAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEAAkAAAAyCiMCIAMBAAAALgAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAANAAAAMgojAkgDBAAAAEhlYWRaAEYARgAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAJAAAAMgojAngEAQAAAC4AAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQADwAAADIKIwKgBAUAAABwTmV4dAZKAFkARgBCAAAABAAAAC0BBgAIAAAA+gIAAAkAAAAAAAAABAAAAC0BBwAEAAAALQEFAAgAAAAlAwIAWgEuAvgFLgIEAAAALQECAAQAAAAtAQMABAAAAPABBwAIAAAA+gIAABAAAAD/AAAABAAAAC0BBwAEAAAALQEFAAgAAAAlAwIAYAXNCEgJeQQEAAAALQECAAQAAAAtAQMABAAAAPABBwAEAAAA8AEAAAcAAAD8AgAA/wAAAAAABAAAAC0BAAAFAAAABgEBAAAABAAAAC0BAQAMAAAAJAMEABsJYQSCCTkEZAmkBBsJYQQEAAAALQECAAUAAAAGAQEAAAAEAAAALQEDAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQACgAAADIKCwhaAQIAAABNWWcAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQACQAAADIKCwgOAgEAAABfWQAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEAA0AAAAyCgsIVwIEAAAATGlzdEIAHgA8AAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEAAkAAAAyCgsIIAMBAAAALgAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAANAAAAMgoLCEgDBAAAAFRhaWxOAEYAHgAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAJAAAAMgoLCBkEAQAAAC4AAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQADwAAADIKCwhBBAUAAABwTmV4dAZKAFkARgBCAAAABAAAAC0BBgAIAAAA+gIAAAkAAAAAAAAABAAAAC0BBwAEAAAALQEFAAgAAAAlAwIAWgEWCJkFFggEAAAALQECAAQAAAAtAQMABAAAAPABBwAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAA8AEEABwAAAD7Anv/AAAAAAAAvAIAAADMBwAEAEFyaWFsAAAALhoKYuDuEgC4rvN3wa7zdyBA9XcqGmadBAAAAC0BBAAJAAAAMgoiBUgAAQAAACgFAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQACQAAADIKIgV1AAEAAABJBQAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEAAkAAAAyCiIFmgABAAAAKQUAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAv8AAAAFAAAALgEYAAAABAAAAC0BBAAhAAAAMgppBZILEQAAANPk4Ov/5ez76SD96+Xs5e3yAFMAVQBKAFUATgBKAGMAcgBSACUASgBVAEoAYwBKAFEAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQL/AAAABQAAAC4BGAAAAAQAAADwAQQAHAAAAPsCe/8AAAAAAACQAQAAAMwHAAQAVGFob21hAAAuGgpj4O4SALiu83fBrvN3IED1dyoaZp0EAAAALQEEAAoAAAAyCicF4QACAAAATVlnAAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkC/wAAAAUAAAAuARgAAAAEAAAALQEEAAkAAAAyCicFlQEBAAAAX1kAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAv8AAAAFAAAALgEYAAAABAAAAC0BBAANAAAAMgonBd0BBAAAAExpc3RCAB4APAAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAv8AAAAFAAAALgEYAAAABAAAAC0BBAAJAAAAMgonBaYCAQAAAC4AAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQL/AAAABQAAAC4BGAAAAAQAAAAtAQQADQAAADIKJwXPAgQAAABUYWlsTgBGAB4AAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQL/AAAABQAAAC4BGAAAAAQAAAAtAQQACQAAADIKJwWfAwEAAAAuAAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkC/wAAAAUAAAAuARgAAAAEAAAALQEEABAAAAAyCicFyAMGAAAAcE5leHQgSgBZAEYAQgAtAAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkC/wAAAAUAAAAuARgAAAAEAAAALQEEAAoAAAAyCicFSQUCAAAAPSBhAAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkC/wAAAAUAAAAuARgAAAAEAAAALQEEABUAAAAyCicF1AUJAAAAcFByZXZUZW1w/0oASgAwAEYAQgBOAEYAcAAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAv8AAAAFAAAALgEYAAAABAAAAC0BBAAJAAAAMgonBW0IAQAAADsgAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQL/AAAABQAAAC4BGAAAAAQAAAAtAQQAFQAAADIKxwXhAAkAAABwUHJldlRlbXD/SgBKADAARgBCAE4ARgBwAAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkC/wAAAAUAAAAuARgAAAAEAAAALQEEAAkAAAAyCscFewMBAAAALSAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAv8AAAAFAAAALgEYAAAABAAAAC0BBAAJAAAAMgrHBasDAQAAAD4gAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQL/AAAABQAAAC4BGAAAAAQAAAAtAQQAEAAAADIKxwUMBAYAAABwTmV4dCBKAFkARgBCAC0AAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQL/AAAABQAAAC4BGAAAAAQAAAAtAQQACgAAADIKxwWNBQIAAAA9IGEAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQL/AAAABQAAAC4BGAAAAAQAAAAtAQQADQAAADIKxwUYBgQAAABOVUxMWQBXAEIAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQL/AAAABQAAAC4BGAAAAAQAAAAtAQQACQAAADIKxwVNBwEAAAA7AAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkC/wAAAAUAAAAuARgAAAAEAAAALQEEAAoAAAAyCmcG4QACAAAATVlnAAAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkC/wAAAAUAAAAuARgAAAAEAAAALQEEAAkAAAAyCmcGlQEBAAAAX1kAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAv8AAAAFAAAALgEYAAAABAAAAC0BBAANAAAAMgpnBt0BBAAAAExpc3RCAB4APAAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAv8AAAAFAAAALgEYAAAABAAAAC0BBAAKAAAAMgpnBqYCAgAAAC4gKAAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAv8AAAAFAAAALgEYAAAABAAAAC0BBAAPAAAAMgpnBvgCBQAAAENvdW50BlAASABKAEoAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQL/AAAABQAAAC4BGAAAAAQAAAAtAQQACgAAADIKZwZSBAIAAAAtLTAAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQL/AAAABQAAAC4BGAAAAAQAAAAtAQQACQAAADIKZwazBAEAAAA7LQAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAA8AEEABwAAAD7Anv/AAAAAAAAvAIAAADMBwAEAEFyaWFsAAAALhoKZODuEgC4rvN3wa7zdyBA9XcqGmadBAAAAC0BBAAJAAAAMgp+A1YJAQAAACgtAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQACgAAADIKfgODCQIAAABJSSUAAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQACQAAADIKfgPNCQEAAAApSQAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEAAkAAAAyCqAHTwcBAAAAKEkAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAJAAAAMgqgB3sHAQAAAElJAAAEAAAALQEGAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQQACQAAADIKoAegBwEAAAApSQAABAAAAC0BBgAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEEAAkAAAAyCtYFLwABAAAAKEkAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAKAAAAMgrWBVsAAgAAAElJJQAAAAQAAAAtAQYABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BBAAJAAAAMgrWBaUAAQAAAClJAAAEAAAALQEGAAQAAAAnAf//BAAAAPABAAAEAAAA8AEEAAMAAAAAAA==)**Удаление с хвоста списка для однонаправленного списка намного сложнее, так как адрес предпоследнего элемента с хвоста неизвестен. В этом случае первоначально определяется адрес этого элемента: нужно “добежать” до хвоста, запомнив предварительно адрес предыдущего элемента (**pPrevTemp**), а затем выполнить операцию удаления (изменить адрес хвоста списка и обнулив адрес у найденного предпоследнего элемента).

// Удаление с хвоста списка

printf ("Содержимое списка до удаления с хвоста: \n");

PrintElemList ( \*(MY\_List.Head.pNext) );

// Поиск предпоследнего элемента списка!!!!!!(в pPrevT)

ListElem \* pPrevT = MY\_List.Head.pNext;

// ETemp.pNext = MY\_List.Head.pNext; // временный указатель для цикла

ListElem \* pPrevTemp = MY\_List.Head.pNext; // временный указатель для предыдущего элемента

if ( pPrevT != NULL ) // Элементы в списке есть

{

while ( pPrevT != NULL)

{

pPrevTemp = pPrevT; // Запоминание предыдущего элемента

pPrevT = pPrevT ->pNext ; // Навигация

if (pPrevT->pNext == NULL ) break;

}

// Удаление последнего элемента

MY\_List.Tail.pNext = pPrevTemp;

pPrevTemp->pNext = NULL;

MY\_List. Count--;

// Печать измененного списка списка

printf ("Содержимое списка после удаления с хвоста: \n");

PrintElemList ( \*(MY\_List.Head.pNext) );

};

…

Результат вывода:

**Содержимое списка до удаления с хвоста:**

**Печать списка элементов:**

**Элемент = 1**

**Элемент = 2**

**Элемент = 3**

**Элемент = 10**

**Содержимое списка после удаления с хвоста:**

**Печать списка элементов:**

**Элемент = 1**

**Элемент = 2**

**Элемент = 3**

**Примечание 1**: Рассмотрены основные операции добавления и удаления элементов в/из списков. К сожалению, они в таком виде применимы только для частных случаев, так как обычно текущее состояние списка заранее неизвестно. В окончательном виде при добавлении и удалении необходимо учитывать следующие факторы: текущее состояние списка (пуст ли он?), каким он будет после выполнения операции, как нужно установить основные поля структуры списка после завершения операции. В разделе примеров данных МУ представлены функции более универсального характера для выполнения этих операций.

## Очистка статического списка (список без указателей)

Для очистки статического списка, все элементы которого являются также статическими (описаны в программе) достаточно установить указатели головы и хвоста в нуль, при построении списка с полями в виде элементов списка:

struct List {

ListElem Head; // Голова списка

ListElem Tail; // Хвост списка

int Count; // Счетчик элементов

};

…

MY\_List.Head.pNext = NULL;

MY\_List.Tail.pNext = NULL;

Если список организован по-другому, для головы и хвоста используются указатели на элементы списка, то очистка списка будет выглядеть иначе:

struct PList {

ListElem \* pHead; // Голова списка

ListElem \* pTail; // Хвост списка

int Count; // Счетчик элементов

};

…

MY\_List. pHead = NULL;

MY\_List. pTail = NULL;

**Примечание 2**: В этом случае значительно поменяются также многие действия для выполнения операций над списками рассмотренные выше. Примеры таких списков мы рассмотрим ниже на основе двунаправленных списков (см. ниже в этой главе.).

## Простая ручная работа с динамическим списком

Перед каждым фрагментом программы дано пояснение сути действий. Для работы используются: структура однонаправленного списка (**List**) и элемента списка(**ListElem**). Для работы используется библиотека (<**malloc.h**>). Красным цветом выделены операции навигации по списку и операция работы со списклм.

Создание динамического списка:

// Динамический список - пока только ручная работа

////Создание динамического списка

List \* pList = (List \*) malloc ( sizeof(List));

// Начальная инициализация списка

pList->Count = 0;

pList->Head.pNext = NULL;

pList->Tail.pNext = NULL;

Создание элементов списка и связывание списка (три элемента):

////Создание и добавление элементов

ListElem \*pDETemp;

// 1 = й

pDETemp = (ListElem \*) malloc ( sizeof(ListElem));

pDETemp->pNext = NULL;

pDETemp->ListVal = 1 ;

pList->Count = 1;

pList->Head.pNext = pDETemp; // Добавить первый

pList->Tail.pNext = pDETemp;

// 2 - й в голову

pDETemp = (ListElem \*) malloc ( sizeof(ListElem));

pDETemp->ListVal = 2 ;

pDETemp->pNext = pList->Head.pNext;// Добавить второй в голову

pList->Head.pNext = pDETemp;

// 3 - й в хвост

pDETemp = (ListElem \*) malloc ( sizeof(ListElem));

pDETemp->ListVal = 3 ;

pDETemp->pNext = NULL ;

pList->Tail.pNext->pNext = pDETemp;

pList->Tail.pNext = pDETemp;// Добавить третий в хвост

////Печать списка

PrintElemList ( \*(pList->Head.pNext) );

Удаление ч головы списка:

////Удаление с головы

pDETemp = pList->Head.pNext ; // Запомним для очистки памяти

pList->Head.pNext = pList->Head.pNext->pNext;

free( pDETemp ); // Очистить память

Удаление с хвоста списка:

////Удаления с хвоста

pDETemp = pList->Tail.pNext ; // Запомним для очистки памяти

// Поиск предпоследнего для укорочения списка

ListElem \* pFind = pList->Head.pNext ;

while( pFind != NULL)

{

if ( pFind ->pNext->pNext == NULL) break;

pFind = pFind->pNext;

};

pFind->pNext = NULL; // Укоротить список

free( pDETemp ); // Очистить память

//

printf ("Печать после удаления с головы и хвоста: \n");

PrintElemList ( \*(pList->Head.pNext) );

Цикл занесения динамических элементов в список:

// Цикл динамического заполнения списка в голову (5 элементов)

for ( int i = 0 ; i< 3 ; i++ )

{

pDETemp = (ListElem \*) malloc ( sizeof(ListElem));

pDETemp->ListVal = i + 10;

pDETemp->pNext = pList->Head.pNext;// Добавить текущий элемент в голову

pList->Head.pNext = pDETemp;

};

Печать списка в цикле:

// Печать списка

pDETemp = pList->Head.pNext;

printf ("Печать списка после динамического добавления: \n");

while( pDETemp != NULL)

{

printf ("Элемент списка: - %d \n" , pDETemp->ListVal );

pDETemp = pDETemp->pNext; // Навигация

};

Очистка динамического списка (в цикле удаляем все элементы – **pTemp**, а затем структуру списка **pList**, созданного динамически выше )

////Очистка динамического спиcка (с головы?)

pDETemp = pList->Head.pNext;

k=1;

while( pDETemp != NULL)

{

ListElem \* pTemp = pDETemp;

pDETemp = pDETemp->pNext; // Навигация

free (pTemp);

};

free (pList);

…

Работы программы для динамических списков:

**Печать списка элементов:**

**Элемент = 2**

**Элемент = 1**

**Элемент = 3**

**Печать после удаления с головы и хвоста:**

**Печать списка элементов:**

**Элемент = 1**

**Печать списка после динамического добавления:**

**Элемент списка: - 12**

**Элемент списка: - 11**

**Элемент списка: - 10**

**Элемент списка: - 1**

После удаления с головы и хвоста в нашем списке остается только один элемент. При добавлении в голову в цикле трех элементов, общее число элементов увеличивается до четырех.

## Простая ручная работа с двунаправленным списком

![](data:image/x-wmf;base64,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)На рисунке покажем, что должно происходить при добавлении элемента в голову для двунаправленного списка. Для других операций рисунки в этом разделе приводить не будем. Их можно построить по аналогии. В тексте операции добавления и удаления выделены красным цветом.

Описание двунаправленного списка и его элементов:

// Структура данных для демонстрации

struct Student {

char Name[20];

int Num;

float Oklad;

};

// Структура элемента двунаправленного списка для демонстрации

struct DElem {

DElem \* pNext;

DElem \* pPrev;

Student \* pSTud;

};

// Структура двунаправленного списка для демонстрации

struct DoubleList {

DElem \* pHead; // Голова списка - указатель

DElem \* pTail; // Хвост списка - указатель

int Count; // Число элементов

};

Инициализация и заполнение списка (**DoubleList**) статическими элементами списка (**DElem**):

// Список

DoubleList My\_DList;

// Инициализация двунаправленного списка

My\_DList.Count = 0;

My\_DList.pHead = NULL;

My\_DList.pTail = NULL;

// Первый элемент двунаправленного списка

DElem D1 = { NULL , NULL , NULL};

D1.pSTud = (Student \*) malloc ( sizeof(Student));

D1.pSTud->Num = 1;

D1.pSTud->Oklad = 10.0f;

strcpy( D1.pSTud->Name,"Петров");

// Второй элемент двунаправленного списка

DElem D2 = { NULL , NULL , NULL};

D2.pSTud = (Student \*) malloc ( sizeof(Student));

D2.pSTud->Num = 2;

D2.pSTud->Oklad = 20.0f;

strcpy( D2.pSTud->Name,"Сидоров");

// Третий элемент двунаправленного списка

DElem D3 = { NULL , NULL , NULL};

D3.pSTud = (Student \*) malloc ( sizeof(Student));

D3.pSTud->Num = 3;

D3.pSTud->Oklad = 30.0f;

strcpy( D3.pSTud->Name,"Иванов");

// Добавление в список трех

My\_DList.pHead = &D1;

My\_DList.pTail = &D3;

// Прямая адресация

D1.pNext = &D2; // Текущий (первый) ссылается на следующий (второй) …

D2.pNext = &D3;

D3.pNext = NULL;

//Обратная адресация

D1.pPrev = NULL;

D2.pPrev = &D1;

D3.pPrev = &D2; // Последний ссылается на предпоследний …

My\_DList.Count = 3;

Распечатка списка в цикле в обратном порядке для примера:

// Печать списка в обратном порядке для примера

printf ("Печать двунаправленного списка в обратном порядке: \n");

DElem \* pWorkDE = My\_DList.pTail ;

while ( pWorkDE != NULL)

{

printf (" Фам -> %s Курс -> %d Оклад -> %f \n", pWorkDE->pSTud->Name,

pWorkDE->pSTud->Num, pWorkDE->pSTud->Oklad );

pWorkDE = pWorkDE ->pPrev; // Навигация в обратном порядке

};

Добавление в голову в двунаправленном списке:

// Новый элемент для добавления в голову

DElem DHEAD = { NULL , NULL , NULL};

DHEAD.pSTud = (Student \*) malloc ( sizeof(Student));

DHEAD.pSTud->Num = 5;

DHEAD.pSTud->Oklad = 50.0f;

strcpy( DHEAD.pSTud->Name,"ГОЛОВА");

// Добавление в голову (см. рисунок)

DHEAD.pNext = My\_DList.pHead;

DHEAD.pPrev = NULL;

My\_DList.pHead->pPrev = &DHEAD;

My\_DList.pHead = &DHEAD;

My\_DList.Count++;

Добавление в хвост в двунаправленном списке:

// Новый элемент для добавления в хвост

DElem DTAIL = { NULL , NULL , NULL};

DTAIL.pSTud = (Student \*) malloc ( sizeof(Student));

DTAIL.pSTud->Num = 10;

DTAIL.pSTud->Oklad = 100.0f;

strcpy( DTAIL.pSTud->Name,"ХВОСТ");

//Добавление в хвост

DTAIL.pNext = NULL;

DTAIL.pPrev = My\_DList.pTail;

My\_DList.pTail->pNext = &DTAIL;

My\_DList.pTail = &DTAIL;

My\_DList.Count++;

Распечатка списка в цикле в прямом порядке:

// Распечатка

printf ("\nПечать двунаправленного списка после добавления в голову и хвост: \n");

pWorkDE = My\_DList.pHead ;

while ( pWorkDE != NULL)

{

printf (" Фам -> %s Курс -> %d Оклад -> %f \n", pWorkDE->pSTud->Name,

pWorkDE->pSTud->Num, pWorkDE->pSTud->Oklad );

pWorkDE = pWorkDE ->pNext; // Навигация

};

Удаление из головы в двунаправленном списке:

// Удаление из головы

My\_DList.pHead =My\_DList.pHead->pNext;

My\_DList.pHead->pPrev = NULL;

My\_DList.Count--;

Удаление из хвоста в двунаправленном списке:

// Удаление из хвоста

My\_DList.pTail = My\_DList.pTail->pPrev;

My\_DList.pTail ->pNext = NULL;

My\_DList.Count--;

Распечатка списка в цикле в прямом порядке:

// Распечатка

printf ("\nПечать двунаправленного списка после удаления из головы и хвоста: \n");

pWorkDE = My\_DList.pHead ;

while ( pWorkDE != NULL)

{

printf (" Фам -> %s Курс -> %d Оклад -> %f \n", pWorkDE->pSTud->Name,

pWorkDE->pSTud->Num, pWorkDE->pSTud->Oklad );

pWorkDE = pWorkDE ->pNext;

};

Очистка списка двунаправленного статического списка

// Очистка списка

My\_DList.pHead= NULL;

My\_DList.pTail= NULL;

My\_DList.Count = 0;

Результаты работы фрагмента программы с двунаправленным списком:

**Печать двунаправленного списка в обратном порядке:**

**Фам -> Иванов Курс -> 3 Оклад -> 30.000000**

**Фам -> Сидоров Курс -> 2 Оклад -> 20.000000**

**Фам -> Петров Курс -> 1 Оклад -> 10.000000**

**Печать двунаправленного списка после добавления в голову и хвост:**

**Фам -> ГОЛОВА Курс -> 5 Оклад -> 50.000000**

**Фам -> Петров Курс -> 1 Оклад -> 10.000000**

**Фам -> Сидоров Курс -> 2 Оклад -> 20.000000**

**Фам -> Иванов Курс -> 3 Оклад -> 30.000000**

**Фам -> ХВОСТ Курс -> 10 Оклад -> 100.000000**

**Печать двунаправленного списка после удаления из головы и хвоста:**

**Фам -> Петров Курс -> 1 Оклад -> 10.000000**

**Фам -> Сидоров Курс -> 2 Оклад -> 20.000000**

**Фам -> Иванов Курс -> 3 Оклад -> 30.000000**

Знакомство с выполнением операций для двунаправленного списка позволяет сделать вывод, что операции добавления и удаления выполняются более просто, в частности отсутствуют циклы для поиска хвоста списка (предыдущего элемента от хвоста), которые необходимы для выполнения операций с однонаправленными списками, проще выполнить распечатку списка в обратном порядке.

# Примеры программы с использованием файлового ввода и вывода

Вторая часть задания, помимо первой связанной с изучением теоретического раздела заключается в том, чтобы испытать в проекте СИ уже отлаженные программы и фрагменты программ. Возможно, что, осваивая теоретическую часть работы, вы уже на компьютере проверили выполнение фрагментов текста и применения различных операторов и алгоритмов (из раздела 3), тогда вам будет проще продемонстрировать их работу преподавателю. В дополнение к примерам, расположенным выше нужно испытать и изучить примеры расположенные ниже. Эти действия желательно сделать в отладчике. В приложении также представлены интересные примеры по теме лабораторной работы.

Для этого нужно создать пустой проект в MS VS (Test\_LR2), как описано выше, скопировать через буфер обмена в него текст данных примеров, отладить его и выполнить.

## Примеры, описанные в теоретической части ЛР

Нужно внимательно изучить и проверить работу всех примеров из теоретической части ЛР. Эти примеры расположены выше. Все примеры можно скопировать в свой проект. Все эти задания выполняются обязательно, они не требуют дополнительной отладки и легко (через буфер обмена -**Clipboard**) переносятся в программу. Все фрагменты должны демонстрироваться преподавателю. В частности, в первой, теоретической части представлены следующие примеры:

1. Создание простейшего списка вручную.
2. Распечатка простейшего списка в цикле (**FirstList**).
3. Простейший динамический список (**pDList**).
4. Ручная работа с однонаправленным списком на основе элементов.
5. Ручная работа с однонаправленным списком на основе структуры (**MY\_List**).
6. Ручное добавление и удаление в голову и хвост.
7. Распечатка однонаправленного списка с помощью функции.
8. Очистка статического и динамического списков.
9. Работа с динамическим списком (указатель - **pList**).
10. Работа с двунаправленным списком (**My\_DList**).

Кроме этого ниже представлены примеры, которые могут быть полезными, в том числе и при выполнении контрольных заданий. Их тоже желательно изучить и проверить в программном проекте. Выполнение этих задач не обязательно.

## Структуры данных для примеров с однонаправленными списками

Структуры данных для элемента списка (**ListElem**) и самого списка (**List**) представлены ниже. Они используются для всех примеров с однонаправленными списками.

// Элементы списка

struct ListElem{

ListElem \* pNext; // адрес следующего элемента списка

int ListVal; // информация, содержащаяся в списке

};

// Структура списка

struct List {

ListElem Head; // Голова списка

ListElem Tail; // Хвост списка

int Count; // Счетчик элементов

};

## Функции для работы с однонаправленным списком

Ниже приведены универсальные функции для работы с однонаправленными списками. Эти функции используются в примерах представленных в следующих разделах данных методических указаний.

// Добавление элементов в однонаправленный список (в голову)

void AddList( List \* pL , ListElem \* pE)

{

if (pL->Head.pNext == NULL) {pL->Head.pNext = pE; pL->Tail.pNext = pE;}

else

{

pE->pNext = pL->Head.pNext;

pL->Head.pNext = pE;

};

(pL->Count)++;

};

// Добавление элементов в однонаправленный список (в хвост)

void AddTailList( List \* pL , ListElem \* pE)

{

if (pL->Head.pNext == NULL) {pL->Head.pNext = pE; pL->Tail.pNext = pE;}

else

{

// Поиск хвоста списка

ListElem \* pELast;

ListElem \* pCurr;

pCurr = &(pL->Head) ;

// Цикл поиска хвоста

while ( pCurr->pNext != NULL )

{

pELast = pCurr;

pCurr = pCurr->pNext;

};

//

pELast->pNext = pCurr;

pCurr->pNext = pE;

pL->Tail.pNext = pE;

pE->pNext = NULL;

};

(pL->Count)++ ;

};

// Удаление элементов из однонаправленного списка (из головы)

void DelList( List \* pL )

{

if (pL->Head.pNext == NULL) { return; }

else

{

ListElem \* pE;

pE = pL->Head.pNext ;

pL->Head.pNext = pL->Head.pNext->pNext;

pE->pNext = NULL;

if (pL->Head.pNext == NULL) { pL->Tail.pNext = NULL; };

(pL->Count)--;

}; };

// Удаление элементов из однонаправленного списка (из хвоста)

void DelLastList( List \* pL )

{

if (pL->Head.pNext == NULL) return ;

// Цикл поиска хвоста списка

ListElem \* pE;

ListElem \* pTemp;

ListElem \* pELast;

// Один элемент в списке

if (pL->Head.pNext->pNext == NULL) { pL->Head.pNext = NULL ;

pL->Tail.pNext = NULL;

pL->Count = NULL;return ; } ;

pTemp = &(pL->Head) ;

pE = pL->Head.pNext ;

// Поиск хвоста

while ( pE->pNext != NULL )

{

pELast = pE;

pTemp = pTemp->pNext;

pE = pE->pNext;

};

// Найден конец списка и главное предыдущийперед концом

pELast->pNext = NULL;

pL->Tail.pNext = pELast;

pTemp->pNext = NULL;

(pL->Count)-- ;

//

};

// Печать списка

void PrintList( List L)

{

if (L.Head.pNext == NULL) {

printf ("Список List пуст! \n");

return;};

printf ("Печать списка List(Счетчик = %d): \n", L.Count);

ListElem \* pE = L.Head.pNext ;

while ( pE != 0)

{

printf ("Элемент = %d \n", pE->ListVal );

pE = pE->pNext; // Очень важно - навигация по списку

};

};

## Функции вставки и удаления по номеру в однонаправленном списке

Ниже приведены универсальные функции для работы с однонаправленными списками. Эти функции могут использованы для добавления и удаления элемента по номеру, что в общем не очень характерно для списковых структур данных.

// Добавление по номеру (номером непосредственно) Нумерация с нуля

void AddListNum( List \* pL , ListElem \* pE , int Num)

{

//

if ( Num <= NULL) {AddList( pL , pE ); return;}// В голову

if ( Num >= pL->Count ) { AddTailList( pL , pE); return;}// В хвост

// Добавить в середину Num > 0 и Num < Count

// Найти указатель заданного номера

ListElem \* pTemp = pL->Head.pNext;

int nCur ;

for ( nCur= 1 ; nCur < Num ; nCur++ )

pTemp = pTemp->pNext;

// Добавление

pE->pNext = pTemp->pNext;

pTemp->pNext = pE;

//Выход

return;

}

…

Фрагмент текста программы для добавления в список:

//ФУНКЦИИ ДОБАВЛЕНИЯ для однонаравленного списка

ListElem E55 = {NULL , 55};

ListElem E77 = {NULL , 77};

ListElem E99 = {NULL , 99};

AddList( &MY\_List , &E55 ); // В голову

AddTailList ( &MY\_List , &E77 ); // В хвост

AddListNum( &MY\_List , &E99 ,3 ); // По номеру 3 с нуля (0 - 1 - 2 -3)

PrintElemList ( \*(MY\_List.Head.pNext) );

…

Результаты работы программы.

**Печать списка элементов:**

**Элемент = 55**

**Элемент = 1**

**Элемент = 2**

**Элемент = 99**

**Элемент = 3**

**Элемент = 77**

Функция для удаления элемента из списка:

//Удаление из списка по номеру

void DelListNum( List \* pL , int Num)

{

// Проверка на правильность номера для удаления

if (( Num < NULL) || ( Num > pL->Count)) return; // Нет удаления

// Проверка на первый и последний

if ( Num <= NULL) {DelList( pL ); return;}// В голову

if ( Num >= pL->Count ) { DelLastList( pL ); return;}// В хвост

// Удалить в середину Num > 0 и Num < Count

// Найти указатель заданного номера

ListElem \* pTemp = pL->Head.pNext;

int nCur ;

for ( nCur = 1 ; nCur < Num ; nCur++ )

pTemp = pTemp->pNext;

// Удаление

pTemp->pNext = pTemp->pNext->pNext;

//Выход

return;

}

…

Фрагмент текста программы для удаления из списка:

//ФУНКЦИИ УДАЛЕНИЯ для однонаравленного списка

printf ("Содержимое списка до удаления функциями: \n");

PrintElemList ( \*(MY\_List.Head.pNext) );

DelList( &MY\_List); // Из головы

DelLastList( &MY\_List ); // Из хвоста

DelListNum ( &MY\_List , 2 ); // По номеру

printf ("Содержимое списка после удаления функциями: \n");

PrintElemList ( \*(MY\_List.Head.pNext) );

…

Результаты работы программы при удалении.

**Содержимое списка до удаления функциями:**

**Печать списка элементов:**

**Элемент = 55**

**Элемент = 1**

**Элемент = 2**

**Элемент = 99**

**Элемент = 3**

**Элемент = 77**

**Содержимое списка после удаления функциями:**

**Печать списка элементов:**

**Элемент = 1**

**Элемент = 2**

**Элемент = 3**

## Замена двух элементов по номеру в однонаправленном списке

Функция для замены двух элементов списке (**SwapNum**). Данная функция может быть использована для различных алгоритмов сортировки списков. Для замены указываются два номера. Для удобства и прозрачности замен используется вспомогательная функция (**GetListNum**) позволяющая пол номеру получить адрес элемента списка.

// Получение элемента по номеру без удаления

int GetListNum( List \* pL , ListElem \*\* ppE , int Num , ListElem \*\* ppPrev = NULL)

{

\*ppE = NULL;

ListElem ETemp = {NULL , 33};

ListElem \* pETemp = &ETemp;

ListElem \*\* ppTemp = &pETemp ;

if ( ppPrev == NULL ) ppPrev = ppTemp;

// Проверка на правильность номера для удаления

if (( Num < NULL) || ( Num > pL->Count)) return -1 ; // Нет удаления

// Проверка на первый и последний

if ( Num <= NULL) { \*ppE = pL->Head.pNext ;

\*ppPrev = &(pL->Head);

return 0;}// ГОЛОВА

if ( Num >= pL->Count ) { \*ppE = pL->Tail.pNext ;

\*ppPrev = &(pL->Tail);

return 0;}// ХВРСТ

// Удалить в середину Num > 0 и Num < Count

// Найти указатель заданного номера

ListElem \* pTemp = pL->Head.pNext;

\*ppPrev = & (pL->Head) ;

int nCur ;

for ( nCur = 0 ; nCur < Num ; nCur++ )

{

\*ppPrev = pTemp;

pTemp = pTemp->pNext;

}

//

\*ppE = pTemp;

//Выход

return 0;

}

Функция замены по номеру

// Замена в списке по номеру

void SwapNum ( List \* pL , int Num1 , int Num2)

{

ListElem \* pE1;

ListElem \* pE2;

ListElem \* pPrevE1;

ListElem \* pPrevE2;

ListElem \* pTemp;

GetListNum( pL , &pE1 , Num1, &pPrevE1);

GetListNum( pL , &pE2 , Num2 ,&pPrevE2);

if ( pE1 != pE2) // Равны элементы

{

//

pTemp = pPrevE1->pNext;

pPrevE1->pNext = pPrevE2->pNext;

pPrevE2->pNext = pTemp;

//

pTemp = pE1->pNext;

pE1->pNext = pE2->pNext;

pE2->pNext = pTemp;

}

return;

};

Пример использования функции замены по номерам в списке.

printf ("Содержимое списка после SWAP по номеру: \n");

SwapNum ( &MY\_List, 1 , 5);

PrintElemList ( \*(MY\_List.Head.pNext) );

Результат работы функции замены:

**Печать списка элементов:**

**Элемент = 55**

**Элемент = 1**

**Элемент = 2**

**Элемент = 99**

**Элемент = 3**

**Элемент = 77**

**Содержимое списка после SWAP по номеру:**

**Печать списка элементов:**

**Элемент = 55**

**Элемент = 77**

**Элемент = 2**

**Элемент = 99**

**Элемент = 3**

**Элемент = 1**

## Замена двух элементов по адресу в однонаправленном списке

Функция для замены двух элементов списке (**SwapPtr**). Данная функция может быть использована для различных алгоритмов сортировки списков. Для замены указываются два адреса. Для удобства и прозрачности замен используется вспомогательная функция (**GetListPNT**) позволяющая по адресу получить номер элемента списка.

int GetListPNT( List \* pL , ListElem \* pE , int \* Num)

{

\*Num = 0;

ListElem \* pTemp = pL->Head.pNext;

int Flag = false;

while ( pTemp != NULL)

{

if ( pTemp == pE ) { Flag = true; break;}

pTemp = pTemp->pNext;

(\*Num)++;

};

return Flag;

};

Пример использования функции замены по адресам в списке.

/// Замена в списке на основе элументов - указателей на них

void SwapPtr ( List \* pL , ListElem \* pE1, ListElem \* pE2)

{

int Num1;

int Num2;

if ((GetListPNT( pL , pE1 , &Num1) == true) && (GetListPNT( pL , pE2 , &Num2) == true ))

SwapNum ( pL , Num1 , Num2);

return;

};

…

Вызов функции замены:

printf ("Содержимое списка после SWAP по адресу: \n");

SwapPtr (&MY\_List, &E77 , &E99);

PrintElemList ( \*(MY\_List.Head.pNext) );

…

Результат работы функции:

**Печать списка элементов:**

**Элемент = 55**

**Элемент = 77**

**Элемент = 2**

**Элемент = 99**

**Элемент = 3**

**Элемент = 1**

**Содержимое списка после SWAP по адресу:**

**Печать списка элементов:**

**Элемент = 55**

**Элемент = 99**

**Элемент = 2**

**Элемент = 77**

**Элемент = 3**

**Элемент = 1**

## Описание структур и основных функций для двунаправленного списка

Структуры данных, необходимые для демонстрации работы с двунаправленными списками в следующих примерах.

// Простой элемент двунаправленного списка - структура

struct Node {

Node \* pNext;

Node \* pPrev;

int ListVal;

};

// Струкрура для двунаправленного списка

struct DList {

Node Head; // Голова списка

Node Tail; // Хвост списка

int Count; // Число элементов

};

…

Функции, необходимые для демонстрации работы с двунаправленными списками в следующих примерах.

// Инициализация элемента двунаправленнного списка

void InitNode ( Node \* pNode , Node \* pN, Node \* pP, int Val)

{

if ( pN != NULL) pNode->pNext = pN;

else pNode->pNext = NULL;

if ( pP != NULL) pNode->pPrev = pP;

else pNode->pPrev = NULL;

pNode->ListVal = Val;

};

// Инициализация двунаправленнного списка

void InitList( DList \* pL )

{

pL->Head.pNext = NULL;

pL->Tail.pNext = NULL;

//

pL->Head.pPrev = NULL;

pL->Tail.pPrev = NULL;

pL->Count =NULL ;

};

// Распечатка двунаправленнного списка

void DListPrint ( DList L )

{

printf ("Содержимое списка DList: \n");

Node \* pE = L.Head.pNext;

if ( pE == NULL) printf ("Список пуст! \n");

while ( pE != NULL )

{

printf ("Элемент = %d \n", pE->ListVal );

pE = pE->pNext; // Очень важно - навигация по списку

};

};

// Добавление в голову двунаправленнного списка

void AddDList( DList \* pL , Node \* pNode ){

// В голову

if ( pL->Head.pNext == NULL)

{ pL->Head.pNext = pNode;

pL->Tail.pNext = pNode;

pNode->pNext = NULL;

pNode->pPrev = NULL;

( pL->Count ) ++ ;

return; };

// Для новой

pNode->pNext = pL->Head.pNext;

pNode->pPrev = NULL;

// Для старой первой

pL->Head.pNext->pPrev = pNode;

// Для головы

pL->Head.pNext = pNode;

//

( pL->Count ) ++ ;

};

// Добавление в хвост двунаправленнного списка

void AddTailDList( DList \* pL , Node \* pNode ){

// Проверка пустого списка

if ( pL->Tail.pNext == NULL)

{

//до добавления список был пуст

pL->Head.pNext = pNode;

pL->Tail.pNext = pNode;

pNode->pNext = NULL;

pNode->pPrev = NULL;

( pL->Count ) ++ ;

return; };

// Для новой в хвост

pNode->pPrev = pL->Tail.pNext ;

pNode->pNext = NULL ;

// Для бывшей последней

pL->Tail.pNext->pNext = pNode;

// Для хвоста

pL->Tail.pNext = pNode;

// увеличим счетчик элементов

( pL->Count ) ++ ;

};

…

Если описания функция для работы со списком вынесены в другой исходный модуль, то нужны прототипы в главном модуле.

…

// Прототипы функций для двунаправленнного списка

void InitNode ( Node \* pNode , Node \* pN, Node \* pP, int Val);

void InitList( DList \* pL );

void DListPrint( DList L );

void AddDList( DList \* pL , Node \* pNode );

void AddTailDList( DList \* pL , Node \* pNode );

## Создание, заполнение и распечатка двунаправленного списка

Рассмотрим пример программы, в который включено следующее: описание списка (**DList**) и его элемента(**Node**); инициализацию двунаправленного списка и его элементов (**InitList** , **InitNode**); ручное добавление элементов в список (**AddDList**) и распечатку списка (**DListPrint**).

…

// Динамические двунаправленные списки

DList L1;

// Начальная настройка списка

InitList( &L1 );

DListPrint ( L1 ); // печать пустого списка

// Указатель на динамический элемент двунаправленного списка

Node \* pNode;

printf ("Добавление в голову: \n");

// Выделение памяти, заполнение первого элемента и добавление в список

pNode = (Node \*) malloc (sizeof(Node));

InitNode ( pNode , NULL,NULL, 1 );

AddDList( &L1 , pNode );

DListPrint ( L1 ); // печать списка с одним элементом

…

После выполнения фрагмента программы, расположенного выше, получим следующий результат:

**Содержимое списка DList:**

**Список пуст!**

**Добавление в голову:**

**Содержимое списка DList:**

**Элемент = 1**

Добавим еще несколько элементов в список и получим результат, расположенный ниже:

// Выделение памяти, заполнение второго элемента

pNode = (Node \*) malloc (sizeof(Node));

InitNode ( pNode , NULL,NULL, 2 );

AddDList( &L1 , pNode );

pNode = (Node \*) malloc (sizeof(Node));

InitNode ( pNode , NULL,NULL, 3 );

AddDList( &L1 , pNode );

DListPrint ( L1 ); // добавлено всего 3 элемента

printf ("Добавление в хвост и в голову: \n");

pNode = (Node \*) malloc (sizeof(Node));

InitNode ( pNode , NULL,NULL, 55 );

AddTailDList( &L1 , pNode ); // добавлен элемент в хфост

DListPrint ( L1 ); // печать списка

Результат:

**Добавление в хвост и в голову:**

**Содержимое списка DList:**

**Элемент = 3**

**Элемент = 2**

**Элемент = 1**

**Элемент = 55**

**…**

## Сумма целочисленных переменных списка

Заполним список элементами, как в предыдущем примере, и подсчитаем сумму его целочисленных значений (**pTemp->ListVal**).

// Динамический списк

DList L1;

// Инициализация списка и его заполнение

InitList( &L1 );

pNode = (Node \*) malloc (sizeof(Node));

InitNode ( pNode , NULL,NULL, 1 );

AddDList( &L1 , pNode );

pNode = (Node \*) malloc (sizeof(Node));

InitNode ( pNode , NULL,NULL, 2 );

AddDList( &L1 , pNode );

pNode = (Node \*) malloc (sizeof(Node));

InitNode ( pNode , NULL,NULL, 3 );

AddDList( &L1 , pNode );

DListPrint ( L1 ); // добавлено всего 3 элемента

// Сумма данных в списке

int Sum;

Sum = 0;

Node \* pTemp;

pTemp = L1.Head.pNext;

while ( pTemp != NULL)

{

Sum = Sum + pTemp->ListVal;

pTemp = pTemp->pNext; // Очень важный оператор -- навигация по списку!!!

};

printf ("Результат суммирования в списке: Sum = %d \n\n", Sum);

Навигация по списку выполняется через указатели на следующий элемент списка(**pTemp = pTemp->pNext**). Проверка завершения цикла выполняется сравнением этого временного указателя с нулевым значением ( **pTemp != NULL**).

Результат печати списка и суммы его целочисленных элементов:

**Содержимое списка DList:**

**Элемент = 3**

**Элемент = 2**

**Элемент = 1**

**Результат суммирования в списке: Sum = 6**

## Сумма и печать переменных списка с вложенной структурой

Вычисление суммы и печать переменных списка с вложенными структурами.

// Структура для демонстрации

struct Student {

char Name[20];

int Num;

float Oklad;

};

// Для однонаправленного списка с включенными данными

struct SNode {

SNode \* pNext;

Student Stud;

};

SNode S3 ={ NULL, {"Сидоров" , 3 , 30.00f}}; // Инициализация структуры при описании

SNode S2 ={ &S3, {"Петров" , 2 , 20.00f}}; // Инициализация структуры при описании

SNode S1 ={ &S2, {"Иванов" , 1 , 10.00f}};// Инициализация структуры при описании

SNode \*pSNode = &S1;

// Для суммы окладов

float fSum = 0.0f;

while(pSNode != NULL)

{

printf ("Элемент простого списка: %s %d %f \n" , pSNode->Stud.Name,

pSNode->Stud.Num, pSNode->Stud.Oklad );

fSum = fSum + pSNode->Stud.Oklad ;

pSNode = pSNode->pNext; // Навигация

};

// Сумма

printf ("Результат суммирования (оклады): Sum= %f \n\n", fSum);

Результат печати списка и суммы по структурным переменным:

**Элемент простого списка: Иванов 1 10.000000**

**Элемент простого списка: Петров 2 20.000000**

**Элемент простого списка: Сидоров 3 30.000000**

**Результат суммирования (оклады): Sum= 60.000000**

## Печать переменных списка с внешними данными (указатель на структуру)

struct DSNode {

DSNode \* pNext;

Student \* pStud; // Ссылка на данные, выделяемые динамически

};

…

// Описание переменных списка (связь ручная)

DSNode DS3 ={ NULL, NULL }; // {"Сидоров" , 3 , 30.00f}

DSNode DS2 ={ &DS3, NULL }; // {"Петров" , 2 , 20.00f}

DSNode DS1 ={ &DS2, NULL }; // {"Иванов" , 1 , 10.00f}

// Заполнения переменных списка

Student Stud1 = {"Иванов2" , 1 , 10.00f};

DS1.pStud = &Stud1;

Student Stud2 = {"Петров2" , 2 , 20.00f};

DS2.pStud = &Stud2;

Student Stud3 = {"Сидоров2" , 3 , 30.00f};

DS3.pStud = &Stud3;

…

Цикл печати списка:

DSNode \* pDSNode = &DS1;

//

while(pDSNode != NULL)

{

printf ("Элемент простого списка: %s %d %f \n" , pDSNode->pStud->Name,

pDSNode->pStud->Num, pDSNode->pStud->Oklad );

pDSNode = pDSNode->pNext;

};

…

Результат печати списка:

**Элемент простого списка: Иванов2 1 10.000000**

**Элемент простого списка: Петров2 2 20.000000**

**Элемент простого списка: Сидоров2 3 30.000000**

## Печать переменных списка с динамическими данными void

Структуры данных с универсальными указателями (типа **void**). При работе с указателями универсального вида нужно вручную следить за преобразованием типов данных и обеспечивать корректную компиляцию с явным указанием типов (С помощью каст-выражений ). Такие списки привлекательны тем, что могут хранить разные типы структурных переменных, но при этом написание программ и отладка усложняются, а вероятность ошибок возрастает. Возможность такого использования указателей базируется на правиле: любой тип указателя может быть преобразован к указателю типа void. Примеры универсальных структур:

// Минимально с универсальными указателями

struct VNode {

void \* pData;

void \* pNext;

};

//

struct VSList {

void \* pHead; // Голова списка

void \* pTail; // Хвост списка

int Count; // Счетчик студентов

};

Заполнений списков с **void**-указателями и каст-выражением (**(Student \* )**):

// Ручное заполнение списка

VNode V3 = { NULL , NULL};

VNode V2 = { NULL , &V3};

VNode V1 = { NULL , &V2};

// 1 - й

V1.pData = (void \*) malloc ( sizeof (Student));

strcpy( (char \*)((Student \* )V1.pData)->Name , "Первый");

((Student \* )V1.pData)->Num = 1;

((Student \* )V1.pData)->Oklad = 1000.0f;

// 2 - й

V2.pData = (void \*) malloc ( sizeof (Student));

strcpy( (char \*)((Student \* )V2.pData)->Name , "Второй");

((Student \* )V2.pData)->Num = 2;

((Student \* )V2.pData)->Oklad = 2000.0f;

// 3 - й

V3.pData = (void \*) malloc ( sizeof (Student));

strcpy( (char \*)((Student \* )V3.pData)->Name , "Третий");

((Student \* )V3.pData)->Num = 3;

((Student \* )V3.pData)->Oklad = 3000.0f;

// Список в нашем случае статический

VSList VL = { &V1, &V3, 3};

// Печать

void \* pV;

pV = VL.pHead;

// Цикл печати списка вручную

while(pV != NULL)

{

printf ("Печать элемента списка: %s %d %f \n" ,

((Student \* )(((VNode \*)pV)->pData))->Name , ((Student \* )(((VNode \*)pV)->pData))->Num ,

((Student \* )(((VNode \*)pV)->pData))->Oklad );

pV = ((VNode \*)pV)->pNext; // Навигация по списку

};

Печать результатов для универсальных списков:

**Печать элемента списка: Первый 1 1000.000000**

**Печать элемента списка: Второй 2 2000.000000**

**Печать элемента списка: Третий 3 3000.000000**

Нужно создать пустой проект в **MS VS**, как описано выше, скопировать через буфер обмена в него текст данного примера, отладить его и выполнить.

# Контрольные задания ЛР №8.

## Создать однонаправленный список вручную

Описать элемент однонаправленного списка. Описать структуру для однонаправленного списка (см. примеры). Создать однонаправленный список с вложенной структурой для своего варианта ДЗ/КЛР (см. таблицу ниже). Список создается вручную и частично инициализируется при описании элементов. Число элементов списка не менее 5-ти. Проверка правильного создания и связывания списка выполняется в отладчике (окно “Local”).

Шаблон элемента списка:

struct FElem{

Elem \* **pNext**; // адрес следующего элемента списка

int **ListVal**; }; // информация, содержащаяся в списке

// Описание и инициализация элементов списка – трех:

FElem LE3 = { **NULL** , 3 }; // **NULL** – нулевой указатель – нет ссылки на другие

FElem LE2 = { &LE3 , 2 }; // &LE3 - задание адреса третьего элемента в pNext
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Шаблон структуры списка:

struct FastList{

FElem \* HEAD; // Содержит адрес первого элемента списка

FElem \* TAIL; // Содержит адрес последнего элемента списка

};

## Распечатать однонаправленный список

Распечатать созданный в предыдущем пункте однонаправленный список. Для навигации по списку использовать указатели и оператор навигации по списку. Список напечатать в прямом порядке.

Фрагмент печати ручного списка:

//Список для примера

FastList Flist1;

// Ручное задание параметров списка

Flist1.HEAD = &FLE1;

Flist1.TAIL = &FLE3;

printf ("Печать списка в цикле: \n" );

/////////////////////////////////

//Контрольное задание № 5.2 Печать списка - фрагмент

/////////////////////////////////

FElem \* pFETemp = Flist1.HEAD; // Во временную переменную - указатель задаем адрес первого элемента

// Печать Простого списка

while ( pFETemp != NULL)

{

printf ("Элемент простого списка FElem: %d \n" , pFETemp->ListVal);

pFETemp = pFETemp->pNext; // НАВИГАЦИЯ: Важнейший оператор для работы со списком

};

В результате получим:

**Печать списка в цикле:**

**Элемент простого списка FElem: 1**

**Элемент простого списка FElem: 2**

**Элемент простого списка FElem: 3**

## Создать функцию для распечатки списка

Создать функцию для распечатки списка со своими структурами. В качестве параметра должен передаваться указатель на структуру списка. Продемонстрировать работу функции на своем списке с вызовом из основной программы.

Функция печати ручного списка:

/// Функция печати списка

void PrintFList(FastList \* L)

{

printf ("ФУНКЦИЯ: Печать списка в цикле: \n" );

FElem \* pETemp = L->HEAD ; // Во временную переменную - указатель задаем адрес первого элемента

if(L->HEAD == NULL)

printf ("ФУНКЦИЯ: Список пуст: \n" );

while ( pETemp != NULL)

{

printf ("Элемент простого списка Elem: %d \n" , pETemp->ListVal);

pETemp = pETemp->pNext; // НАВИГАЦИЯ: Важнейший оператор для работы со списком

};

return; };

Вызов функции:

PrintFList (&LE1);

В результате получим:

**ФУНКЦИЯ: Печать списка в цикле:**

**Элемент простого списка Elem: 1**

**Элемент простого списка Elem: 2**

**Элемент простого списка Elem: 3**

## Написать программу для добавления элементов в однонаправленный список (в голову списка)

Добавим в список в голову новый элемент (33) - FLE33:

/////////////////////////////////

//Контрольное задание № 5.4а добавление в **голову** - Фрагмент

/////////////////////////////////

FElem FLE33 = { NULL , 33 };

FLE33.pNext = Flist1.HEAD ;

Flist1.HEAD = &FLE33;

PrintFList(&Flist1);

В результате получим:

**ФРАГМЕНТ: Добавление 33:**

**ФУНКЦИЯ: Печать списка в цикле:**

**Элемент простого списка Elem: 33**

**Элемент простого списка Elem: 1**

**Элемент простого списка Elem: 2**

**Элемент простого списка Elem: 3**

## Создать функцию для добавления элементов в однонаправленный список (в голову списка)

Функция добавления в голову:

// Добавить в голову списка

// Добавить в голову списка

void AddHead( FastList \* L , FElem \* AddElem)

{

AddElem->pNext = L->HEAD ;

L->HEAD = AddElem;

return; };

Добавим в голову на основе функции:

FElem FLE44 = { NULL , 44 }; // NULL – нулевой указатель (конец) – нет ссылки на другие

//

AddHead( &Flist1 , &FLE44);

// Проверка добавления

PrintFList(&Flist1);

В результате получим:

**ФУНКЦИЯ: Печать списка в цикле:**

**Элемент простого списка Elem: 44**

**Элемент простого списка Elem: 33**

**Элемент простого списка Elem: 1**

**Элемент простого списка Elem: 2**

**Элемент простого списка Elem: 3**

Данные добавляются в голову списка. Продемонстрировать работу функции на своем списке. Распечатать список после добавления с помощью своей функции.

## Написать программу для добавления элементов в однонаправленный список (в хвост списка)

Добавим в список в хвост новый элемент (55) – LENEW55 :

//Контрольное задание № 5.5 Добавление в хвост фрагмент

/////////////////////////////////

FElem FLE55 = { NULL , 55 };

// Добавление в хвост списка

Flist1.TAIL->pNext=&FLE55 ;

Flist1.TAIL = &FLE55;

// Проверка добавления

PrintFList(&Flist1);

В результате получим:

**Фрагмент : Добавление в хвост 55:**

**ФУНКЦИЯ: Печать списка в цикле:**

**Элемент простого списка Elem: 33**

**Элемент простого списка Elem: 1**

**Элемент простого списка Elem: 2**

**Элемент простого списка Elem: 3**

**Элемент простого списка Elem: 55**

## Создать функцию для добавления элементов в однонаправленный список (голова и хвост)

Данные добавляются в хвост списка. Продемонстрировать работу функции на своем списке. Распечатать список после добавления с помощью своей функции.

Функция добавления в хвост:

// Добавление в хвост

void AddTail( FastList \* L , FElem \* AddElem)

{

L->TAIL->pNext=AddElem ;

L->TAIL = AddElem;

return; };

Прототип и вызов:

void AddTail( FastList \* L , FElem \* AddElem);

////

FElem FLE66 = { NULL , 66 };

AddTail( &Flist1 , &FLE66);

PrintFList(&Flist1);

В результате получим:

**Функция : Добавление в хвост 44:**

**ФУНКЦИЯ: Печать списка в цикле:**

**Элемент простого списка Elem: 77**

**…**

**Элемент простого списка Elem: 33**

**Элемент простого списка Elem: 66**

## Выполнить удаление элементов из списка (голова списка)

Написать фрагмент программы для удаления из однонаправленного списка с элементами своего задания. Вид удаления задается вариантом (голова или хвост). Продемонстрировать работу функции на своем списке. Распечатать список после добавления с помощью своей функции.

Для удаления из головы нужно изменить ссылку из головы списка:

Flist1.HEAD = Flist1.HEAD->pNext;

PrintFList(&Flist1);

В результате получим:

**Элемент простого списка Elem: 77**

**…**

**Элемент простого списка Elem: 33**

**Элемент простого списка Elem: 66**

Для удаления из хвоста нужно адресу предпоследнего элемента списка (pNext) задать NULL:

if ( Flist1.HEAD != NULL )

// Список не пуст

{ FElem \* pTemp = Flist1.HEAD ;

FElem \* pTempPrev = Flist1.HEAD;

while (pTemp->pNext != NULL)

{ pTempPrev = pTemp;

pTemp = pTemp->pNext ;}

if (pTempPrev != NULL)

{ pTempPrev->pNext = NULL; // Удаление

}; };

**Элемент простого списка Elem: 77**

**…**

**Элемент простого списка Elem: 33**

**Элемент простого списка Elem: 1**

**Элемент простого списка Elem: 2**

**Элемент простого списка Elem: 3**

**Элемент простого списка Elem: 33**

Или для списка с известными элементами: для удаления из хвоста нужно обнулить (NULL) ссылку из последнего элемента списка:

printf ("Функция : Удаление из [хвоста 33 : \n" );

LENEW4.pNext= NULL;

PrintList(&LENEW2);

В результате получим:

**Элемент простого списка Elem: 77**

**Элемент простого списка Elem: 1**

**Элемент простого списка Elem: 2**

**Элемент простого списка Elem: 3**

**Элемент простого списка Elem: 33**

**Элемент простого списка Elem: 44**

**Функция : Удаление из хвоста 44 :**

**ФУНКЦИЯ: Печать списка в цикле:**

**Элемент простого списка Elem: 77**

**Элемент простого списка Elem: 1**

**Элемент простого списка Elem: 2**

**Элемент простого списка Elem: 3**

**Элемент простого списка Elem: 33**

## Создать функцию очистки списка

Создать специальную функцию для очистки списка. Продемонстрировать ее работу в основной программе.

//Контрольное задание № 5.7 Очистка списка

Flist1.HEAD = NULL;

Flist1.TAIL = NULL;

// Ручная очистка

Flist1.HEAD = &FLE1; // Можно и так по - договоренности о нулевом списке

Flist1.TAIL = &FLE1;

Функция очистки списка:

void ClearList(FastList \* L)

{

L->HEAD = NULL;

L->TAIL = NULL;

};

// Очистка списка

ClearList(&Flist1);

PrintFList(&Flist1);

В результате получим:

ФУНКЦИЯ: Список пуст:

## Написать программу для поиска экстремального элемента списка

Искать по варианту минимум или максимум для одного из целочисленных элементов своей структуры данных по варианту. Весь список, номер экстремального элемента и его значение этого элемента (распечатать предварительно весь список и найденный элемент - всю структуру).

//Поиск максимума

////////////////////////////////

// контрольные задания ЛР №8 5.10 !!! Поиск максимума в списке

//////////////////// Блок программы

{ FastList **MinMaxList**; // Список для поиска максимума

FElem FLEM1 = { NULL , 100 };

FElem FLEM2 = { &FLEM1 , 400 };

FElem FLEM3 = { &FLEM2 , 30 };

FElem FLEM4 = { &FLEM3 , 300 };

**MinMaxList**.HEAD = &FLEM4;

**MinMaxList**.TAIL = &FLEM4;

PrintFList(&MinMaxList);

// Цикл поиска максимума

int ListMax=MinMaxList.HEAD->ListVal ; // Начальное значение Максимума

FElem \* pTemp = MinMaxList.HEAD;

while (pTemp != NULL)

{ if( **ListMax** < pTemp->ListVal)

**ListMax** = pTemp->ListVal; // Текущий максимум

pTemp = pTemp->pNext; // Навигация по списку

}; //

printf ("Значение Максимума = %d \n", **ListMax**); };

В результате получим:

**Значение Максимума = 400**

## Выполнить сложение двух списков

Создать вручную два однонаправленных или двунаправленных списка из трех элементов (тип списка задается по варианту), сложить эти списки (в общий список последовательно включаются элементы первого, а затем второго списка), распечатать отдельно оба списка и полученный результат после сложения списков. Ручное создание списков представлено в теоретической части данных МУ.

Сложение списков

////////////////////////////////

FastList Flist101;

FElem FLE63 = { NULL , 103 }; // NULL – нулевой указатель (конец) – нет ссылки на другие

FElem FLE62 = { &FLE63 , 102 }; // &LE3 - задание адреса третьего элемента в pNext

FElem FLE61 = { &FLE62 , 101 }; // &LE2 - задание адреса второго элемента в pNext

Flist101.HEAD = &FLE61;

Flist101.TAIL = &FLE63;

printf ("Первый список \n");

PrintFList(&Flist101);

// контрольные задания ЛР №8 5.9 !!!

FastList Flist201;

FElem FLE43 = { NULL , 203 }; // NULL – нулевой указатель (конец) – нет ссылки на другие

FElem FLE42 = { &FLE43 , 202 }; // &LE3 - задание адреса третьего элемента в pNext

FElem FLE41 = { &FLE42 , 201 }; // &LE2 - задание адреса второго элемента в pNext

Flist201.HEAD = &FLE41;

Flist201.TAIL = &FLE43;

printf ("Второй список \n");

PrintFList(&Flist201);

/////////////////////

// Сложение списков Flist101 + Flist201

////////////////////

FastList FlistREZ;

// голова и хвост нового списка

FlistREZ.HEAD = Flist101.HEAD;

FlistREZ.TAIL = Flist201.TAIL;

// связывание

**Flist101.TAIL->pNext = Flist201.HEAD;** /// Последний элемент Flist101 ссылается на первый элемент Flist201

printf ("Результирующий список \n");

PrintFList(&FlistREZ);

В результате получим:

**Первый список**

**ФУНКЦИЯ: Печать списка в цикле:**

**Элемент простого списка Elem: 101**

**Элемент простого списка Elem: 102**

**Элемент простого списка Elem: 103**

**Второй список**

**ФУНКЦИЯ: Печать списка в цикле:**

**Элемент простого списка Elem: 201**

**Элемент простого списка Elem: 202**

**Элемент простого списка Elem: 203**

**Результирующий список**

**ФУНКЦИЯ: Печать списка в цикле:**

**Элемент простого списка Elem: 101**

**Элемент простого списка Elem: 102**

**Элемент простого списка Elem: 103**

**Элемент простого списка Elem: 201**

**Элемент простого списка Elem: 202**

**Элемент простого списка Elem: 203**

# Варианты заданий для студентов СУЦ.

Варианты заданий приведены ниже. Номер варианта должен соответсвовать номеру студента в групповом журнале.

| **№ п/п** | **Структура ДЗ**  **5 полей, 3 первых из них числовые** | **Поиск экстренума** | **Удаление элементов из списка** | **Для сложения списков** | **Сортировка (д.т.) по числовому параметру** |
| --- | --- | --- | --- | --- | --- |
|  | Кафедра | Минимум | Из хвоста | Однонаправленные списки | По убыванию |
|  | Книга | Максимум | Из головы | Двунаправленные списки | По возрастанию |
|  | Файл | Минимум | Из хвоста | Однонаправленные списки | По убыванию |
|  | Автомобиль | Максимум | Из головы | Двунаправленные списки | По возрастанию |
|  | Компьютер | Минимум | Из хвоста | Однонаправленные списки | По убыванию |
|  | Группа | Максимум | Из головы | Двунаправленные списки | По возрастанию |
|  | Человек | Минимум | Из хвоста | Однонаправленные списки | По убыванию |
|  | Стеллаж | Максимум | Из головы | Двунаправленные списки | По возрастанию |
|  | Дом | Минимум | Из хвоста | Однонаправленные списки | По убыванию |
|  | Студент | Максимум | Из головы | Двунаправленные списки | По возрастанию |

# Дополнительные требования для студентов СУЦ (д.т.).

Для продвинутых студентов, по желанию, можно построить программу с дополнительными требованиями. Дополнительные требования выполняются в дополнение основным требованиям ЛР.

## Создать функцию для добавления по номеру в двунаправленном списке

Внешние динамические данные, свои данные. Продемонстрировать с распечаткой.

## Создать функцию для обмена элементов в двунаправленном списке

Внешние динамические данные, свои данные. Продемонстрировать с распечаткой.

## Отсортировать список по числовому параметру из структуры

Тип сортировки задан вариантом. Внешние динамические данные, свои данные. Продемонстрировать с распечаткой.

## Создать функцию для сортировки элементов по номеру

Тип сортировки задан вариантом. Внешние динамические данные, свои данные. Продемонстрировать с распечаткой.

## Создать двунаправленный список вручную – вложенные в элемент данные

Данные вложены в элемент списка. Минимально записать 5-ть элементов в цикле, можно задать случайные данные. Распечатать список.

## Записать данные из двунаправленного списка в файл

Написать фрагмент программы для записи списка, в двоичный файл. Список использовать из предыдущего примера. Свои данные записаны в структуре элемента списка. Результат записи в файл проверить в файл менеджере.

## Прочитать данные из файла в двунаправленный список

Прочитать данные из двоичного файла в список. Файл записан в предыдущем задании. Свои данные записаны в структуре элемента списка. Полученный список распечатать и сравнить результат с файлом (посмотреть значения в шестнадцатеричном виде в файл менеджере).

# Демонстрация, защита ЛР и отчет по ЛР.

После выполнения всех необходимых шагов по ЛР, работающую программу нужно продемонстрировать преподавателю, проводящему ЛР, о чем он в журнале делает отметку. Далее студент на основе шаблона и примера оформляет отчет по ЛР. После оформления отчета, который может быть представлен преподавателю в электронном виде, выполняется защита ЛР. Студент дает ответы на вопросы по отчету и на контрольные вопросы приведенные ниже. ЛР считается полностью зачтенной, если выполнены все перечисленные требования и действия: демонстрация, отчет и защита ЛР.

# Контрольные вопросы по ЛР.

1. Что такое список как структура данных? Дайте определение.
2. Какие разновидности списков вы знаете?
3. Что такое элемент списка? Какие структуры элемента списка вы знаете?
4. Какие особенности списков вы знаете по сравнению с массивами?
5. Что такое статические и динамические списки?
6. Что такое однонаправленные и двунаправленные списки? Их преимущества?
7. Как строится и используется структура типа список? Что такое хвост и голова списка
8. Как выполняется движение (навигация ) по списку?
9. Как может записываться информация в элементах списка?
10. В каких списках лучше выполнять операции добавления и удаления? Почему?
11. Как создаются динамические списки?
12. Какие основные операции над списками вы знаете?
13. Поясните работу с однонаправленным списком по МУ?
14. Поясните работу с двунаправленным списком по МУ?
15. Поясните работу со статическим списком по МУ?
16. Поясните работу с динамическим списком по МУ?
17. Поясните операцию добавления в голову списка?
18. Поясните операцию добавления в хвост списка?
19. Поясните операцию удаления из головы списка?
20. Поясните операцию удаления из хвоста списка?
21. Поясните алгоритм распечатки однонаправленного списка?
22. Как выполняется очистка статического списка?
23. Как выполняется очистка динамического списка?
24. Как записать список в файл, прочитать из файла?

# Литература.

**Основная литература**

1. Список литературы, доступные книги и необходимые пособия для ЛР ОП размещены на сайте www.sergebolshakov.ruна страничке “2-й к СУЦ”. Пароль для доступа можно взять у преподавателя или старосты группы.
2. Керниган Б., Ритчи Д. К  Язык программирования С, 2-е издание: Пер. с англ. – М. : Издательский дом “Вильямс”, 2009. – 304с.: ил. – Пар. Тит. англ.
3. Касюк, С.Т. Курс программирования на языке Си: конспект лекций/С.Т. Касюк. — Челябинск: Издательский центр ЮУрГУ, 2010. — 175 с.
4. MSDN Library for Visual Studio 2005 (Vicrosoft Document Explorer – входить в состав дистрибутива VS. Нужно обязательно развернуть при установке VS VS или настроить доступ через Интернет.)
5. Фридланд А.Я. Информатика и компьютерные технологии: Основные термины: Толк.слов.: Более 1000 базовых понятий и терминов. – 3-е изд., испр. и доп./ А.Я Фридланд, Л.С. Ханамирова, И.А. Фридланд – М.:ООО «Издательство Астрель»: ООО «Издательство АСТ», 2003. - 272 с.

**Дополнительная литература**

1. Общее методическое пособие по курсу для выполнения ЛР и ДЗ (см. на сайте 1-й курс [www.sergebolshakov.ru](http://www.sergebolshakov.ru)) – см. кнопку в конце каждого раздела сайта!!!
2. Керниган Б., Ритчи Д. К36 Язык программирования Си.\Пер. с англ., 3-е изд., испр. - СПб.: "Невский Диалект", 2001. - 352 с.: ил.
3. Другие методические материалы по дисциплине с сайта [www.sergebolshakov.ru](http://www.sergebolshakov.ru).
4. Конспекты лекций по дисциплине “Основы программирования”.
5. Подбельский В.В. Язык Си++: Учебное пособие. – М.: Финансы и статистика, 2003.
6. 5. Подбельский В.В. Стандартный СИ++: Учебное пособие. – М.: Финансы и статистика, 2008.
7. Г. Шилдт “С++ Базовый курс”: Пер. с англ.- М., Издательский дом “Вильямс”, 2011 г. – 672с
8. Фридланд А.Я. Информатика и компьютерные технологии. Основные термины: толковый слов. : 3-е изд. Испр. и доп./ А.Я. Фридланд, Л.С. Хааамирова, И.А. Фридланд. – М.:ООО «Издательство Астрель»: ООО «Издательство АСТ». 2003 – 272с.
9. Г. Шилдт “С++ Руководство для начинающих” : Пер. с англ. - М., Издательский дом “Вильямс”, 2005 г. – 672с
10. Г. Шилдт “Полный справочник по С++”: Пер. с англ.- М., Издательский дом “Вильямс”, 2006 г. – 800с
11. Бьерн Страуструп "Язык программирования С++"- М., Бином, 2010 г.

## Приложение: фрагменты программ для работы со списками

Если хотите, сделайте это самостоятельно.

В данном разделе приведем два варианта записи массива структур в файл: низкоуровневый и на основе потоков. Используем структуру **Student**:

## Структуры данных для примеров

// Простой элемент списка двунаправленного списка - структура

struct Node {

Node \* pNext;

Node \* pPrev;

int ListVal; // только целая переменная

};

// Струкрура для двунаправленного списка

struct DList {

Node Head; // Голова списка

Node Tail; // Хвост списка

int Count; // Число элементов

};

## Функция инициализации элемента и списка

Функции начальной настройка списка и его элементов:

// Инициализация структуры двунаправленнного списка

void InitList( DList \* pL )

{

pL->Head.pNext = NULL;

pL->Tail.pNext = NULL;

//

pL->Head.pPrev = NULL;

pL->Tail.pPrev = NULL;

pL->Count =NULL ;

};

// Инициализация элемента списка двунаправленнного списка

void InitNode ( Node \* pNode , Node \* pN, Node \* pP, int Val)

{

if ( pN != NULL) pNode->pNext = pN;

else pNode->pNext = NULL;

if ( pP != NULL) pNode->pPrev = pP;

else pNode->pPrev = NULL;

pNode->ListVal = Val;

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Распечатка двунаправленного списка

Функция распечатки списка:

// Распечатка двунаправленнного списка

void DListPrint ( DList L )

{

printf ("Содержимое списка DList: \n");

Node \* pE = L.Head.pNext;

if ( pE == NULL) printf ("Список пуст! \n");

while ( pE != NULL )

{

printf ("Элемент = %d \n", pE->ListVal );

pE = pE->pNext; // Очень важно - навигация по списку

};

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Добавление в голову двунаправленнного списка список

Функция добавления в голову:

// Добавление в голову двунаправленнного списка

void AddDList( DList \* pL , Node \* pNode ){

// В голову

if ( pL->Head.pNext == NULL)

{ pL->Head.pNext = pNode;

pL->Tail.pNext = pNode;

pNode->pNext = NULL;

pNode->pPrev = NULL;

( pL->Count ) ++ ;

return; };

// Для новой

pNode->pNext = pL->Head.pNext;

pNode->pPrev = NULL;

// Для старой первой

pL->Head.pNext->pPrev = pNode;

// Для головы

pL->Head.pNext = pNode;

//

( pL->Count ) ++ ;

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Добавление в хвост двунаправленного список

Функция добавления в хвост:

// Добавление в хвост двунаправленнного списка

void AddTailDList( DList \* pL , Node \* pNode ){

// Проверка пустого списка

if ( pL->Tail.pNext == NULL)

{

// список пуст

pL->Head.pNext = pNode;

pL->Tail.pNext = pNode;

pNode->pNext = NULL;

pNode->pPrev = NULL;

( pL->Count ) ++ ;

return; };

// Для новой в хвост

pNode->pPrev = pL->Tail.pNext ;

pNode->pNext = NULL ;

// Для бывшей последней

pL->Tail.pNext->pNext = pNode;

// Для хвоста

pL->Tail.pNext = pNode;

// счетчик жлементов

( pL->Count ) ++ ;

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Добавить после заданного номера в двунаправленный список

Функция добавления по номеру:

// Добавить после заданного номера

void AddNumDList( DList \* pL , Node \* pNode , int Num ){

Node \* pE = pL->Head.pNext; // для навигации

Node \* pTemp = NULL; // Для запоминания

// Пустой список

if ( pE == NULL || Num < 1) { // printf ("Список пуст (AddNumDList)! \n");

AddDList( pL , pNode ); // в голову

return;

};

// Проверка добавления в хвост

if ( pL->Count <= Num ) {

AddTailDList( pL , pNode );

return;

};

// Добавление в середину

for (int i = 0 ; i < Num ; i++ )

{

pTemp = pE;

pE = pE->pNext ;

};

// Добавление

pNode->pNext = pE;

pNode->pPrev = pTemp;

pTemp->pNext = pNode;

pE->pPrev = pNode;

( pL->Count ) ++ ;

return;

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Удаление из головы двунаправленного списка

Функция удаления из головы:

// Удаление из головы

int DelDList( DList \* pL )

{

if ( pL->Head.pNext == NULL) return NULL ;

else

{ pL->Head.pNext =pL->Head.pNext ->pNext; // Прямая навигация

if ( pL->Head.pNext == NULL) pL->Tail.pNext = NULL;

( pL->Count ) -- ;

return 1;};

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Очистка списка двунаправленного списка

Функция очистки списка:

// Очистка

void ClearDList( DList \* pL )

{

while ( DelDList ( pL ) != NULL );

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Удаление из хвоста двунаправленного списка

Функция удаления из хвоста списка:

// Удаление из хвоста DelTailDList

int DelTailDList( DList \* pL )

{

if ( pL->Head.pNext == NULL) return NULL ; // Список уже пуст

else

{

pL->Tail.pNext =pL->Tail.pNext ->pPrev; // Обратная навигация

pL->Tail.pNext ->pNext = NULL;

if ( pL->Tail.pNext== NULL) pL->Head.pNext = NULL;

( pL->Count ) -- ;

return 1;};

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Удаление по значению номера в ддвунаправленном списке

Функция удаления по номеру:

// Удаление по значению номера в списке

void DelNumDList( DList \* pL , int Num )

{

Node \* pE = pL->Head.pNext; // для навигации

Node \* pTemp = NULL; // Для запоминания

// Удаление из головы

if ( pE == NULL || Num < NULL ) { // printf ("Список пуст (DelNumDList)! \n");

return;

};

// Голова

if ( Num == 0 ) {

DelDList( pL );

return;

};

// Хвост

if ( pL->Count < Num || pL->Count == Num ) {

return;

};

if ( pL->Count == Num + 1) {

DelTailDList( pL );

return;

};

// Поиск номера

for (int i = 0 ; i < Num ; i++ )

{

pTemp = pE;

pE = pE->pNext ;

};

// Удаление из списка найдено

// удаление из середины

pTemp->pNext = pE->pNext;

pE->pNext->pPrev = pTemp;

( pL->Count ) -- ;

return;

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Получить из списка элемент по номеру

Функция получения из списка по номеру в списке:

/// Получить из списка элемент по номеру без удаления

int GetNumDList( DList \* pL , Node \*\* pNode , int Num )

{

if ( Num < NULL || Num > pL->Count ) return 0; // Нет номера

Node \* pTemp = pL->Head.pNext;

for ( int i = 0 ; i < Num; i++)

{

pTemp=pTemp->pNext;

};

\*pNode = pTemp;

return 1;

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Обмен в списке 2-х элементов по номеру

Функция обмена 2-х элементов в спике:

/// обмен в списке 2-х элементов по номеру

void SwapDlist( DList \* pL , int NumA , int NumB )

{

Node \* pNodeA;//= new Node;

Node \* pNodeB; //= new Node;

if (NumA == NumB ) return;

if (GetNumDList( pL , &pNodeA , NumA ) == 1 )

if (GetNumDList( pL , &pNodeB , NumB ) == 1 )

{

// Замена: сначала удалить по номеру, а потом добавить по номеру

if (NumA > NumB ) {

DelNumDList( pL , NumB );

DelNumDList( pL , NumA - 1 );

InitNode ( pNodeA , NULL,NULL, -1 );

InitNode ( pNodeB , NULL,NULL, -1 );

AddNumDList( pL , pNodeA , NumB );

AddNumDList( pL , pNodeB , NumA ); }

else {

DelNumDList( pL , NumA );

DelNumDList( pL , NumB - 1 );

// DListPrint ( \*pL );

AddNumDList( pL , pNodeB , NumA );

// DListPrint ( \*pL );

AddNumDList( pL , pNodeA , NumB );

// DListPrint ( \*pL );

}

};

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Сортировка двунаправленного списка

Фрагмент программы для сортировки списка:

…

printf ("До Сортировк: \n");

pNode = new Node;

InitNode ( pNode , NULL,NULL, 888 );

AddTailDList( &L1 , pNode );

DListPrint ( L1 );

//

printf ("После Сортировки: \n");

for ( int i = 0 ; i < L1.Count - 1 ; i++ )

for ( int k = 0 ; k < L1.Count - 1 ; k++ )

{

Node \* pNode1;

Node \* pNode2;

GetNumDList( &L1 , &pNode1 , k );

GetNumDList( &L1 , &pNode2 , k +1 );

if ( pNode1->ListVal < pNode2->ListVal ) // ">" - возрастание, "<" - убывание

SwapDlist( &L1 , k ,k+1 );

};

DListPrint ( L1 );

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

## Сумма элементов двунаправленного списка

Фрагмент программы для суммирования значения элементов списка:

// Сумма данных в списке

…

int Sum;

Sum = 0;

Node \* pTemp;

pTemp = L1.Head.pNext;

while ( pTemp != NULL)

{

Sum = Sum + pTemp->ListVal;

pTemp = pTemp->pNext; // Очень важный оператор -- навигация по списку!!!

};

printf ("Результат суммирования в списке: Sum= %d \n\n", Sum);

};

Фрагмент программы для использования функции:

…

Результат работы программы:

…

(далее пока нет программ, можете примеры сделать сами)

## Генерация случайных данных и заполнение двунаправленного списка

Функция …

Фрагмент программы для использования функции:

Результат работы программы:

## Распечатка двунаправленного списка с хвоста

Функция …

Фрагмент программы для использования функции:

Результат работы программы:

## Очистка динамического двунаправленного списка

Функция …

Фрагмент программы для использования функции:

Результат работы программы:

## Минимум переменных списка, номер и адрес

Функция …

Фрагмент программы для использования функции:

Результат работы программы:

## Поиск переменных списка по ключу

Функция …

Фрагмент программы для использования функции:

Результат работы программы: